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Abstract

English version:

Quantum natural language processing is an emerging field, that combines principles of

quantum computing with natural language processing with the aim to enhance the capa-

bilities to process and analyze human language. In classical natural language processing,

word prediction is an ingredient of the pretraining task for large language models. This

forms the motivation behind the exploration of a word prediction task in QNLP.

This thesis deals with the implementation of a word prediction task in quantum nat-

ural language processing using a mathematical framework, particularly the DisCoCat

framework. Firstly, we reformulate word prediction as a binary classification task and

train quantum machine learning models on that task. Secondly, we implement a word

prediction task as a multiclass classification and also train models on that. In the course

of this implementation, we give a comprehensive explanation of how to design a mul-

ticlass classification in the DisCoCat framework. Afterwards, we show how masking

can be conceptualized inside a quantum computing environment. Then, a strategy is

presented, which reduces the number of qubits and lowers the task complexity. This

strategy has the potential to be extended beyond word prediction and to be applied to

various other problems as well.

The evaluation of the models which have been trained with the binary classification

task shows promising results. The masking approach and the strategy for reducing the

number of qubits were both a success in the evaluation. However, the evaluation of the

models trained on the multiclass classification approach is not of the same standard as

the binary approach. The reasons for that outcome are discussed in depth. For both

tasks, we document the applied hyperparameters. Further research topics include the

continued development of multiclass classification in the DisCoCat framework and re-

search on new ansätze in quantum machine learning.
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German version:

Quantum natural language processing ist ein aufstrebendes Gebiet, das die Prinzipien

von Quantencomputing mit den Methoden der Computerlinguistik verbindet, mit dem

Ziel, die Verarbeitung und Analyse von menschlicher Sprache zu verbessern. In der klas-

sischen Sprachverarbeitung kommt das Training anhand von Wortvorhersageaufgaben

bei großen Sprachmodellen wiederholt vor. Dies formt die Motivation für die Erforschung

einer Wortvorhersageaufgabe in QNLP.

Diese Arbeit beschäftigt sich nun mit einer Implementierung dieser Aufgabe in QNLP

mithilfe des mathematischen Frameworks DisCoCat. Zuerst wird die Wortvorhersageauf-

gabe als binäre Klassifikationsaufgabe neu formuliert. Wir trainieren mehrere quantum

machine learning Modelle anhand dieser binären Aufgabe. Später implementieren wir

die Wortvorhersageaufgabe auch als mehrklassige Aufgabe. Auch hier werden mehrere

Modelle trainiert. Im Zuge dessen geben wir eine detaillierte Erklärung, wie eine mehrk-

lassige Aufgabe im DisCoCat Framework erstellt werden kann. Außerdem zeigen wir,

wie eine Maskierung eines Wortes in einer Quantencomputingumgebung realisiert werden

kann. Danach präsentieren wir noch eine Strategie, welche sowohl die Anzahl der Qubits

verringern kann, als auch die Schwierigkeit der Aufgabe senken kann. Diese Strategie

hat das Potential auch auf andere Aufgabengebiete angewendet werden zu können fern

der Wortvorhersagung.

Die Evaluation der Modelle, welcher mit der binären Klassifikationsaufgabe trainiert

worden sind, ist vielversprechend. Der Maskierungsansatz und die Strategie zur Ver-

ringerung von Qubits zeigen auch sehr positive Ergebnisse. Die Evaluation der Modelle

mit dem mehrklassigen Ansatz fällt schlechter aus als die Evaluation der binär trainierten

Modelle. Die möglichen Gründe dafür werden ausgiebig besprochen. Zudem werden alle

verwendeten Hyperparameter detailliert dokumentiert. Als weitere Forschungsgebiete

werden unter anderem mehr Forschung für mehrklassige Aufgaben im DisCoCat Frame-

work und die weitere Entwicklung von variationellen Schaltkreisen in Quantumcomput-

ing genannt.
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1. Introduction

In recent years, quantum computing has made remarkable advancements in the field

of computer science. This field has garnered significant attention due to its theoretical

ability to solve tasks that are computationally infeasible using classical methods within

a reasonable timeframe. With the advent of quantum computing, the research area of

quantum machine learning emerged. This subfield has the goal to speed up the train-

ing and evaluation time of machine learning models, while also reducing the number of

parameters. Essentially quantum machine learning has the goal to optimize machine

learning with the help of quantum computing.

Parallel to that development, the field of categorical quantum mechanics emerged. Here,

quantum mechanics is described through category theory, an innately diagrammatic

branch of mathematics. By discovering that a grammar in linguistics and the Hilbert

space (which is the mathematical space in which quantum computing is positioned) both

form the same category in category theory, the DisCoCat framework was formed. In this

framework, syntactical grammar and semantics are merged with the help of categorical

concepts. The DisCoCat framework can be natively combined with quantum comput-

ing, where information of words and sentences is processed with support from quantum

mechanics.

Meanwhile in natural language processing, the advent of large language models in clas-

sical natural language processing has made huge progress in the capability of processing

and analyzing human language. Training large language models comes with the ques-

tion of how can we train the models, in order to let them learn human language. In

the prominent language model BERT, masked language modeling is incorporated. This

task refers to the prediction of a missing word in a sequence of words.

Quantum natural language processing is a research area that combines all of these three

fields with the purpose of enhancing natural language processing. Prior work in the field

of quantum natural language processing focused on binary sentence classification and

sentiment analysis and not on the exploration of pretraining approaches in QNLP. The
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1. Introduction

research question of this thesis therefore is:

How can a word prediction task be implemented in QNLP, and how does this task per-

form using a quantum machine learning setup?

The motivation for this research is the possibility that quantum technology could be

used to improve language models. Therefore, this thesis explores word prediction in

quantum natural language processing at a fundamental level. The resulting problem

sets were: How can a masking strategy be developed in terms of quantum computing?

This is essential since we need to conceal the information of the word that the model

needs to predict.

How can the number of qubits be kept low? This is an often occurring goal in quantum

computing since we are currently very limited in the number of qubits we have on

quantum hardware. It is also extremely computationally expensive to simulate qubits

classically.

How can a multiclass classification task be realized in the DisCoCat framework? In the

future, the DisCoCat framework is aimed to tackle more complex problems than just

binary classification problems. It is important to show, how multiclass classification can

be accomplished in QNLP.

What are good fitting parameters for such a task, and how much does a model need to

be scaled? With the methods we will present in this thesis, it is reasonable to show the

hyperparameters found, so that future works can be built upon this thesis.

1.1. Outline

This thesis will first describe masked language modeling. Masked language modeling is

a technique used for training language models, where the model has to predict a masked

word within a sequence of words. It is found in numerous successful language models.

This explanation is helpful since an approach to masked language modeling is later im-

plemented into a quantum natural language processing framework.

Chapter 3 deals with a thorough introduction to the field of quantum computing. This

chapter shows the fundamental laws of quantum computing and guides the reader

through the field of quantum machine learning. This is extensively needed since the

used DisCoCat framework is later combined with a quantum machine learning setup in

the experimental part of this thesis.

10



1. Introduction

In chapter 4, the reader is provided with a comprehensive introduction to category the-

ory. Firstly, the thesis explains the basic notions of this branch of mathematics. After

that, the necessary categorical concepts for the DisCoCat framework are explained. This

is important since the DisCoCat framework is inherently categorical.

The following chapter 5 explains the DisCoCat framework, which will be used in the ex-

perimental part. In this chapter quantum computing and category theory are combined,

in order to explain quantum natural language processing. The DisCoCat framework

forms the foundation for current quantum natural language processing.

In the experimental part in chapter 6 we combine every topic explained so far. We

implement a pretraining approach, which is found in classical language models, in a

quantum machine learning setup using the DisCoCat framework, which is a categorical

concept by nature. We document the implementation of the pretraining approach and

train small models on a toy dataset. We evaluate their performances and show how

different hyperparameters perform in quantum natural language processing.

In Chapter 7, we conclude our findings and bring them into a more general context.

Since quantum natural language processing and quantum machine learning are very

recent fields, we give several further research topics.

11



2. Masked language modeling

This chapter will introduce the concept of language modeling in classical natural lan-

guage processing (NLP). Specifically, this chapter is dedicated to introducing the reader

to masked language modeling (MLM), a critical task that involves predicting a token

within a sequence of words. An understanding of this concept is helpful since the exper-

imental part of this thesis will feature an approach to implementing masked language

modeling into quantum natural language processing. We will also give a very short

introduction to transfer learning in order to bring MLM into a better NLP context.

2.1. Overview

Language modeling is an essential task in NLP, where the goal is to predict a token or

word given a sequence of words. One approach to language modeling is masked language

modeling. MLM is a widely used training technique, where the model has to predict a

randomly hidden (masked) word based on the context of the surrounding words. It is

designed to enable language models to acquire a comprehensive understanding of natural

language. By randomly masking certain words or tokens in a sentence and prompting the

model to predict these masked words based on context, MLM encourages the model to

learn language structure and semantics. This learning phase is usually called pretraining.

The MLM approach is widely taken by language models like BERT or RoBERTa. These

models are based on neural network architecture, in particular, they are Transformer-

based models [14]. For a detailed view of transformer models for natural language

processing, the reader is referred to [48].

MLM is an inherently bidirectional approach since the model takes information from

both the right and the left context. We will see later in this thesis, that we have

bidirectionality in quantum natural language processing as well.

12



2. Masked language modeling

2.2. MLM implementation

This section deals with concrete details of the MLM implementation taken in BERT.

BERT, Bidirectional Encoder Representations from Transformers, is a large neural lan-

guage model based on Transformer architecture released in 2018. For a full understand-

ing of BERT’s architecture, the reader is referred to [14]. Likewise, for a thorough

explanation of the Transformer architecture and the attention mechanism, we refer to

[61].

For the initial pretraining phase, two tasks are used, masked language modeling and next

sentence prediction. For the sake of this thesis, we will focus on MLM. In the masked

language modeling process, a moderate amount of tokens is randomly sampled and for

every randomly sampled token, a prediction needs to be performed by the model [14].

The following list shows the exact process:

• 15% of the tokens are randomly sampled

– 80% of the sampled tokens are replaced by a [MASK] token.

– 10% are replaced by a random token.

– The last 10% are left unchanged.

In the following examples, masked language modeling is described. Note that [CLS] is

a classification token and is used as the first input for every sequence [14]:

• [CLS] the man went [MASK] the store and bought milk

The predicted token should be to.

• [CLS] the quick brown [MASK] jumps over the lazy dog

The predicted token should be fox.

In [33] the authors present an optimized pretraining approach to BERT. Here, the next

sentence prediction is entirely dropped, focusing solely on MLM [33]. The authors stated

specifically that removing the next sentence prediction matches or moderately improves

downstream task performance [33].

In the RoBERTa (Robustly Optimized BERT Pretraining Approach) report, a new

masking variation is also presented. In BERT masking is done once before the training

starts and the language model is presented by the same masking over all epochs. This

method of masking can be called static masking [33]. In RoBERTa, dynamic masking is

introduced. The masking is created in 10 different ways, so RoBERTa gets presented with

13



2. Masked language modeling

different maskings over the course of training [33]. Their improved pretraining approach

includes a larger training set, longer sequences, and extended training duration too. This

leads to state-of-the-art results (as of the release of the paper) on multiple evaluation

metrics, reinforcing the significance of pretraining approaches for language models [33].

2.3. Transfer learning

The question arises why are language models trained on such an arbitrary task like

word prediction when they are often used for very concrete tasks such as sentiment

analysis, hate speech detection, machine translation, and various more? The reason

for that lies in the concept of transfer learning. Transfer learning is a technique where

a model is trained on one task in order to improve the performance on various other

related tasks [60]. The key idea behind transfer learning is that knowledge learned

from one task can be transferred to a different but related task, often leading to a

general performance gain. By using masked language modeling in transfer learning, the

model becomes proficient in understanding language at a deep level, and this knowledge

can be effectively transferred to various downstream NLP tasks, resulting in improved

performance and reduced training time compared to training each task from scratch [60].

Huge language models like BERT or RoBERTa are pretrained once extensively on MLM

and afterwards finetuned on a specific task.
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3. Quantum computing

Quantum computing is a new field in computer science combining aspects of quantum

mechanics and computer science. It explores the potential of quantum systems com-

pleting tasks faster than classical systems. The key aspects of quantum computing will

be discussed in this section given that nearly all the computational aspects of the ex-

perimental part rely on quantum computing. This chapter is mostly based on [44] and

[23].

3.1. Dirac-notation and Hilbert space

The Dirac, or bra-ket-notation, is of utmost importance in the field of quantum me-

chanics and quantum computing. Let v be a vector of an n-dimensional complex vector

space. |v⟩ (ket) denotes a column vector and the counterpart ⟨v| (bra) denotes a row

vector:

|v⟩ =


v1

v2

...

vn

 ⟨v| = (v∗1, v
∗
2, ..., v

∗
n)

Note that the bra notation is not just the transposed ket vector, but the row vector of

ket with the complex conjugated values. The notation ⟨ψ|ϕ⟩ denotes the scalar product.
Hilbert Spaces are structures constructed upon vector spaces, in particular, complex

vector spaces, that are combined with an inner product [21]. Hilbert spaces are exten-

sively used in quantum information theory, as they enable the computation of angles

and distances between vectors and therefore quantum states. This phenomenon is used

for calculating measurement probabilities in quantum theory [21].
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3. Quantum computing

Definition 3.1.1. An inner product on a complex vector space V is a function ⟨x|y⟩ :
V × V → C with the following properties [21]:

• It is conjugate-symmetric: For all a, b ∈ V it holds: ⟨a|b⟩ = ⟨b|a⟩∗

• It is linear in the second argument: For all a, b, c ∈ V and s ∈ C it holds: ⟨a|s · b⟩ =
s · ⟨a|b⟩ and ⟨a|b+ c⟩ = ⟨a|b⟩+ ⟨a|c⟩

• It is positive definite: For all a ∈ V it holds: ⟨a|a⟩ =
∑n

i=1 a
∗
i ai

Thus: ⟨a|a⟩ ∈ R and ⟨a|a⟩ ≥ 0 and ⟨a|a⟩ = 0 ⇒ a = 0

Definition 3.1.2. In a complex vector space with an inner product V one norm of an

element v can be defined as ||v|| =
√

⟨v|v⟩ [21]. Whereas the inner product of two

complex numbers is ⟨a|b⟩ =
∑n

i=1 a
∗
i bi [21].

It is possible to view the bra-ket multiplication in terms of matrix-multiplication since

a bra vector can be thought of as a matrix of form 1× n and the corresponding ket as

a matrix of form n× 1. The multiplication of bra and ket yields a matrix of form 1× 1,

which is isomorphic to a scalar.

Hilbert spaces are not mentioned without concrete reason here. Firstly, every quantum

state in quantum computing lives inside a finite-dimensional Hilbert space [17]. Secondly,

a finite-dimensional Hilbert space has important properties from the point of view of

category theory. It can facilitate mappings, which in turn enable natural language

processing with the help of quantum computing. These concepts will be explained in

chapters 4 and 5. For a more detailed description of the mathematics behind Hilbert

spaces the reader is referred to [49] and [17].

3.2. Qubits

The basis of classical computing is the manipulation of bits, which can be in either two

states, 0 and 1. The basis of quantum computation revolves around the manipulation

of quantum bits, called qubits.

A qubit is mathematically described as:

α · |0⟩+ β · |1⟩ (α, β ∈ C)

|0⟩ and |1⟩ are defined as
(
1
0

)
and

(
0
1

)
respectively. Mathematically speaking, a qubit is

a linear combination of two basis states.
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3. Quantum computing

α and β, which are both complex numbers, are the probability amplitudes of the qubit.

|α|2 describes the probability of measuring the state |0⟩ and |β|2 describes the probability
of measuring |1⟩. For every qubit it holds:

|α|2 + |β|2 = 1

With this information, one can see the major difference between quantum computing

and classical computing. A quantum bit is not only 0 or 1 but can have probabilities of

both states simultaneously. Consider the following state:

|ϕ⟩ = 1√
2
|0⟩+ 1√

2
|1⟩

The aforementioned statement, that both probabilities add up to 1, holds because both

probabilities |α|2 and |β|2 are 0.5. Any state, in which a qubit can exist in multiple states

simultaneously, is called a superposition. A more detailed mathematical description will

follow in section 3.3.1.

Through measurement, one cannot simply observe α or β. Measurement reveals either

|0⟩ or |1⟩. When measuring a qubit in superposition, the superposition of the example

above gets destroyed and the qubit collapses with a probability of 0.5 to either |0⟩ or

|1⟩. When measuring |ϕ⟩ 1000 times, one should expect to get |0⟩ and |1⟩ around 500

times.

The Bloch sphere is a geometric representation used to visualize the state of a single

qubit. It provides an intuitive way to understand the quantum state of a qubit as a point

on the surface of a sphere [23]. The Bloch sphere has three axes, X, Y, Z. The following

figure shows a plain representation of the Bloch sphere on the left and a Bloch sphere

with two states depicted on it on the right. The states on the right are color-coded, such

that the blue arrow represents the state |1⟩ and the red arrow represents |0⟩.

Y

X

Z

Figure 3.1.: Representation of the Bloch sphere
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3. Quantum computing

3.3. Quantum gates

The core of computing is the manipulation of states. Just like in classical computing

with normal bits, qubits get manipulated with gates. The mathematical representation

of a gate is a unitary matrix. A unitary matrix is an invertible complex square matrix

of which the product of itself with its conjugate transpose is the identity matrix [24]. In

other words, a complex square matrix is unitary, if its conjugate transpose is its inverse.

Let U denote the unitary matrix, the operator ∗ the conjugate, T the transpose, and I

the identity matrix.

U∗TU = U †U = U−1U = I

The conjugate transpose is also called the Hermitian adjoint and is denoted by a dagger

†. Unitary matrices play a big role in quantum computing, because of their norm-

preserving property. That means when multiplying a unitary matrix, e.g. a gate, with a

vector, e.g. a qubit, the property that the probability amplitudes of our qubit represent

a probability distribution gets preserved, and thus the probabilities still add up to 1.

Visually speaking, when multiplying a gate with a qubit the direction of the vector gets

changed, while the length of the vector gets preserved. Thus, the qubit is still on the

aforementioned Bloch sphere after a gate manipulation.

The second important property of unitary gates is reversibility. Every manipulation in

quantum computing needs to be reversible, as seen above.

3.3.1. Single qubit gates

Single qubit gates are used to bring a qubit in one state to a new state. Important

single qubit gates are Pauli-gates (X,Y,Z gates), the Hadamard gate, and for quantum

machine learning, arbitrary rotation gates. The following table gives a short overview

of the standard gates.

X Y Z H

Matrix

(
0 1

1 0

) (
0 −i
i 0

) (
1 0

0 −1

)
1√
2

(
1 1

1 −1

)
Rotation π around X π around Y π around Z π

2
around Y followed by π around X

Table 3.1.: Common quantum computing gates

18



3. Quantum computing

Rotation gates also represent a rotation around one of the three axes but with an arbi-

trary rotation angle θ. These three rotational gates are of the following form:

RX =

(
cos
(
θ
2

)
−i sin

(
θ
2

)
−i sin

(
θ
2

)
cos
(
θ
2

) ) RY =

(
cos
(
θ
2

)
− sin

(
θ
2

)
sin
(
θ
2

)
cos
(
θ
2

) ) RZ =

(
e−i θ

2 0

0 ei
θ
2

)

The Hadamard gate, denoted as H in the table, is arguably one of the most important

tools in quantum computing. It is a single-qubit gate that maps the basis states |0⟩
or |1⟩ to a superposition of equal probabilities of both basis states. In superposition, a

quantum state is in multiple states simultaneously. This is a powerful concept that is

used in various renowned quantum algorithms such as Grover’s algorithm [18] and the

quantum Fourier transform [7].

H |0⟩ = 1√
2

(
1 1

1 −1

)(
1

0

)
=

1√
2

(
1

1

)
=

1√
2
(|0⟩+ |1⟩)

H |1⟩ = 1√
2

(
1 1

1 −1

)(
0

1

)
=

1√
2

(
1

−1

)
=

1√
2
(|0⟩ − |1⟩)

The resulting states in the equations above are called superpositions. They can also be

written as |+⟩ and |−⟩ respectively.
Any unitary single qubit operation can be decomposed into ZYZ rotation with appro-

priate α, β, γ, δ [44]. Consider the following unitary matrix, which can represent any

rotation, including a global phase:

U =

[
ei(α−

β
2
− δ

2
)cosγ

2
−ei(α−β

2
+ δ

2
)sinγ

2

ei(α+
β
2
− δ

2
)sinγ

2
ei(α+

β
2
+ δ

2
)cosγ

2

]

This unitary U follows from the algebraic rules of the following formula:

U = eiαRz(β)Ry(γ)Rz(δ)

This concept of decomposition can be extended to any two non-parallel rotation axes m̂

and n̂ [44]. For the proof of this statement, the reader is referred to [44] page 176.
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3.3.2. Multi-qubit gates

Quantum computing usually involves the manipulation of multiple qubits simultane-

ously. States that involve more than one qubit are represented by the tensor product ⊗.

A quantum state |ϕ⟩, which has two qubits in the 0 state is therefore represented as:

|ϕ⟩ = |0⟩ ⊗ |0⟩ = |00⟩

In quantum computing, there are quantum gates, that act on more than one qubit. An

example of that is the CNOT gate. The CNOT gate is a controlled X gate. That means

that the state of one qubit (called the control bit) determines the activation of X gate

on another qubit (called the target bit). The following figure shows the matrix represen-

tations of the CNOT gate and the application of this gate on computational basis states:

Input state Output state

|00⟩ |00⟩
|01⟩ |01⟩
|10⟩ |11⟩
|11⟩ |10⟩

CNOT =


1 0 0 0

0 1 0 0

0 0 0 1

0 0 1 0


The idea of a control qubit controlling the activation of a gate on another qubit can

be extended to other gates as well. The reader will see in section 3.5.2 that a control

operation is added on a Ry gate for example. The number of control qubits can be

extended too. One can construct a multi CNOT gate, where there are multiple control

bits determining the activation of an X gate on a target qubit.

3.4. Quantum circuits

Quantum circuits are a fundamental part of quantum computing. Quantum circuits are

used to process information encoded in one or more qubits. Usually, quantum circuits

are depicted graphically. In a quantum circuit diagram, qubits are drawn as wires, and

gates are represented as rectangular boxes. The type of gate is described by the capital

letter inside it. The CNOT gates make an exception, as depicted in section 3.4.1. The

control qubit is simply drawn as a black dot, which is connected through a vertical wire

to a target. The target qubit is portrayed as a cross with a ring around it.

The flow of information in the circuit is from left to right, where on the left end the

starting state is depicted, which is usually |0⟩. When obtaining the result of the quantum

circuit, one or more measurements are performed.
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One of the simplest quantum circuit is a random number generator of the following form:

|0⟩ H

As we follow the flow of information from left to right, the |0⟩ initialized qubit gets

transformed into the aforementioned |+⟩ state. Afterwards, a measurement is performed

on the computational basis. We observe |0⟩ or |1⟩ at exactly 0.5 probability. The key

operation at this circuit is the Hadamard gate, which puts the qubit in superposition

with equal probability. This circuit can be extended with any amount of qubits, to

generate a bigger range of random numbers.

3.4.1. Entanglement

Besides superposition, there exists a second important and widely used phenomenon in

quantum computing: entanglement. Consider the following simple 2-qubit circuit:

|0⟩ H

|0⟩

The output state |ϕ⟩ is described as:

|ϕ⟩ = CNOT ∗ (H ⊗ I) ∗ |00⟩

=
1√
2
(|00⟩+ |11⟩)

The interesting part with this circuit is, that the output states of both qubits are always

equal. That means, if we measure one qubit, we immediately know the state of the other

qubit, without looking at it. This mechanism works instantly, even when the qubits are

spatially separated. Examples of entangled states are the four Bell states. The state

described above is one of the four Bell states. A comprehensive description of these

states can be found in appendix B.

3.5. Quantum machine learning

The integration of quantum computing into machine learning gives rise to new opportu-

nities and improvements in the field of machine learning. In this section, we will give a

21



3. Quantum computing

short overview of relevant topics in quantum machine learning in the context of quantum

natural language processing and we will describe several ansatz choices that are used in

our experiment.

3.5.1. Overview

In quantum machine learning, further referenced as QML, there exist four different

approaches [45].

Approach Description

CQ Using classical data with QML algorithms

CC Using classical data with quantum computing inspired classical algorithms

QC Using quantum data with classical machine learning algorithms

QQ Using quantum data with quantum machine learning algorithms

Table 3.2.: Four approaches to quantum machine learning

Quantum machine learning, specifically the CQ approach, differs from classical machine

learning in several key aspects:

Data Encoding: In classical machine learning, data is typically represented as classi-

cal bit strings or numerical vectors. In QML, data encoding involves mapping classical

data to quantum states. This can be done using techniques like quantum feature maps,

where classical data is transformed into quantum states using quantum gates (arbitrary

rotation gates) and operations.

Model Encoding: In classical machine learning, models are constructed using mathe-

matical functions or algorithms that operate on classical data. In QML, model encoding

refers to representing the machine learning model as a quantum circuit, usually a param-

eterized quantum circuit. These quantum circuits are designed to encode the learning

task and can be initialized with random or predefined parameters. Parameterized quan-

tum circuits will be explained in the next section.

Measurements: In classical machine learning, predictions are made by evaluating the

output of the model. The output is usually a vector or matrix, which is the result of

a mathematical function with a certain input. In QML, measurements are performed

on the final state of the quantum circuit to extract information about the output of

the model. This information is probabilistic in nature, requiring statistical analysis to

obtain meaningful results.

Adjustment of Parameters: In classical machine learning, model parameters are op-
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timized using optimization algorithms such as Adam [30] or AdamW [35]. In QML, the

adjustment of parameters is typically achieved through the use of different optimization

techniques, such as SPSA. Optimization will be dealt with in section 3.5.3.

Overall, quantum machine learning, particularly the CQ approach, leverages the prin-

ciples of quantum mechanics to encode data, form models, process information, and

perform measurements in a fundamentally different way compared to classical machine

learning.

3.5.2. Parameterized quantum circuits

Parameterized quantum circuits or variational circuits are a fundamental building block

in QML [45]. This type of circuit primarily features rotation gates as their main type

of gates. As described in section 3.3.1 all rotation gates have a variable rotation angle

between [0; 2π]. This range is sometimes converted to [0; 1] for simplification. The

following circuit is a simple two-qubit variational circuit:

|0⟩ Ry(θ1) Rx(θ3)

|0⟩ Ry(θ2) Rx(θ4)

A parameterized circuit can be described as a unitary Operation Uθ where θ is a set of

tunable parameters, acting on a quantum state |ϕ0⟩ [45]. This can be mathematically

described as Uθ |ϕ0⟩. Note that |ϕ0⟩ is sometimes initialized as |0⟩⊗n, where n is the

number of qubits in the circuit [45]. The choice of the parameterized circuit is of im-

portance, since it directly impacts the learning capability of our model [25]. In [56] the

authors describe two measures, expressibility and entangling capability, for describing

parameterized quantum circuits.

Expressibility

Expressibility refers to the potential of covering as many quantum states as possible on

the Bloch sphere. In the following figure, two variational circuits are displayed. Both

are plotted with 2000 different output states. Each output state is one blue dot on the

Bloch sphere:
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|0⟩ Rx(θ) |0⟩ Rz(θ) Rx(θ) Rz(θ)

Figure 3.2.: Visualization of expressibility

It is clearly shown in this figure, that the choice of the circuit directly impacts the area

covered on the Bloch sphere.

Entangling capability

Entangling capability, or Meyer-Wallach measure, is a metric that describes how entan-

gled a given state is [56]. The measure of an unentangled product state is 0, whereas

the measure for a highly entangled state, such as the Bell state, is 1. In [56] the au-

thors define the Meyer-Wallach measure for an entire variational circuit as the average

Meyer-Wallach measure for the output states it can generate. Consider the two following

circuits:

|0⟩ Rz(θ) Rx(θ) Rz(θ)

|0⟩ Rz(θ) Rx(θ) Rz(θ)

|0⟩ Ry(θ)

|0⟩ Ry(θ)

The left circuit cannot produce any entangled product state and therefore has a Meyer-

Wallach measure of 0. The right circuit is able to produce entangled product states and

has a Meyer-Wallach measure of greater than 0.

In [25] the authors did an empirical study on the correlation between classification ac-

curacy on QML algorithms and expressibility and entangling capability. They found a

strong correlation between classification accuracy and expressibility and a weak correla-

tion between classification accuracy and entangling capability [25].
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The next section will describe specific subroutines for choosing which gates to apply

on which wires. These subroutines on variational circuits are called ansätze (singular

ansatz). One block of these variational circuits is then called a layer. Each θ depicted

in the subsequent circuits represents a distinct value. The ansatz versions here are the

versions from the lambeq [28] package since this package is extensively used in our work.

Unfortunately, different packages provide slightly different realizations of these ansätze.

Instantaneous quantum polynomial ansatz

The instantaneous quantum polynomial ansatz, further referenced as IQP, uses a layer

of Hadamard gates and diagonal unitary gates [19]. In [28] the unitary operations are

implemented with controlled RZ gates. The following 4-qubit circuit is representative of

one layer of this ansatz:

|0⟩ H

|0⟩ H RZ(θ)

|0⟩ H RZ(θ)

|0⟩ H RZ(θ)

Strongly entangled ansatz

In [53] the authors propose a low-depth variational algorithm with entanglement capa-

bilities. The figure below describes a 4-qubit example with one layer:

|0⟩ Rz(θ) Ry(θ) Rz(θ)

|0⟩ Rz(θ) Ry(θ) Rz(θ)

|0⟩ Rz(θ) Ry(θ) Rz(θ)

|0⟩ Rz(θ) Ry(θ) Rz(θ)

The implementation proposed in [28] also uses different ranges of the CNOT gates per

layer, so the first layer might not match the second layer in terms of the positions of the

CNOT gates.
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Sim 14 ansatz

Sim et al. discussed several circuits in [56]. Two of those proposed circuits have been

used for our experiment in chapter 6. The circuit with number 14 in [56] is of the

following form:

|0⟩ Ry(θ) Rx(θ) Ry(θ) Rx(θ)

|0⟩ Ry(θ) Rx(θ) Ry(θ) Rx(θ)

|0⟩ Ry(θ) Rx(θ) Ry(θ) Rx(θ)

|0⟩ Ry(θ) Rx(θ) Ry(θ) Rx(θ)

Sim 15 ansatz

The circuit with number 15 in [56] is of the following form:

|0⟩ Ry(θ) Ry(θ)

|0⟩ Ry(θ) Ry(θ)

|0⟩ Ry(θ) Ry(θ)

|0⟩ Ry(θ) Ry(θ)

3.5.3. Training

The learning process in machine learning models is the minimization of a cost function

f(θ⃗) with respect to the model parameters θ⃗. A cost function quantifies how well a

machine learning model performs by comparing the predicted labels to the target labels.

To minimize such a function, the gradient of the cost function is calculated. With the

help of gradients, specifically the negative gradients, we find the steepest decrease. This

essentially reveals a direction for the desired minimum. This minimization process is

called learning. The graph below is an example of a gradient ∇f at a point alongside

the cost landscape.
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Figure 3.3.: Gradient descent

The gradient points to the direction of the steepest increase. By flipping the sign of

the gradient we follow the direction of the steepest decline. We update our model

accordingly:

θt+1 = θt − η ∗ ∇f(θt)

This method of optimization is called gradient descent. As the formula shows, gradient

descent also has to deal with a stepping constant η. This stepping constant also called

the learning rate, determines how big the update step at one point should be.

Calculating the gradients for models is no trivial task, especially in the context of quan-

tum machine learning. For quantum machine learning, we need to calculate the gradients

of quantum circuits [45]. A simple way of approximating gradients is by using finite dif-

ferences. The core idea for approximating the gradient with this idea at point f(θ) is to

get f(θ + ϵ) and f(θ − ϵ) and calculate the difference:

∇f(θt) ≃
f(θ + ϵ)− f(θ − ϵ)

2ϵ

The downside of using finite differences is that they only approximate gradients. Es-

pecially for noisy functions, as for example quantum circuits on near-term quantum

devices, the true gradient and approximated gradient can vary strongly. The authors in

[52] introduce an astonishing method for analytically, i.e. exact gradients whenever a

derivative exists, calculating gradients of quantum circuits. Their method, the parame-

ter shift rule [52], looks similar to finite differences. The following simplified parameter

shift rule holds for quantum circuits with only Pauli rotations [45]. Pauli-rotations refer

to a class of quantum gate operations that are based on the three Pauli matrices. Pauli-

rotations are the X,Y , and Z gates. f(θ) denotes our model function with respect to

the parameters θ and ei signifies an n-dimensional zero-vector with a 1 at the position
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i, where n is the number of parameters:

δf

δθi
=
f(θ + π

2
ei)− f(θ − π

2
ei)

2

The downside of this approach is, that for N amount of parameters we need 2N cal-

culations for the gradient since every parameter needs to be shifted downwards and

upwards with a value of π
2
. In the context of machine learning, where with large mod-

els the number of parameters increases strongly, the parameter shift rule is costly. In

classical machine learning, automatic differentiation systems are being used. With au-

tomatic differentiation, gradients are highly efficiently computed using the fact that

computer programs only use a handful of basic arithmetic operations. The gradients are

computed by accumulating intermediate steps and applying the chain rule to them. The

exact runtime can vary depending on the specific implementation and the computational

requirements of the function being differentiated. However, most times the automatic

differentiation program has a runtime of N with a small constant factor attached to it

[37] [3]. In the context of quantum computing with noisy quantum hardware the ex-

pected 2N circuit evaluations for the gradient introduce additional noise, which is also

something one wants to avoid. Therefore, we want to minimize the number of steps for

the optimization as much as possible.

Simultaneous Perturbation Stochastic Approximation

Simultaneous Perturbation Stochastic Approximation, further referenced as SPSA, is an

optimization technique to approximate the gradient [50]. The approximation technique

is frequently used in quantum machine learning [34] [39]. The idea behind this approach

is to randomly perturb all parameters simultaneously. One time the method perturbs

downwards and one time upwards. Then it approximates the gradient via the finite

differences method. Let f(θ) be the loss function, ∆ a random perturbation vector with

the size of the number of parameters and c a parameters shift scaling factor. The SPSA

method looks as follows [16]:

∇f(θ) ≈ f(θ + c∆)− f(θ − c∆)

2c
∆

The main difference is the simultaneous shift of all parameters. This is reflected in the

complexity of this algorithm. As previously discussed, the standard parameter shift rule

has a linear complexity O(2N) and the SPSA has a constant complexity O(2) [16].

28



3. Quantum computing

3.5.4. Problems and limitations

A problem quantum machine learning faces is vanishing gradients that occur with an in-

creasing number of qubits in variational circuits [38]. Vanishing gradients are associated

with a flat cost function landscape:

Figure 3.4.: Visualization of a barren plateaus

The plateaus left and right of the minimum are called barren plateaus [38]. These areas

have to be avoided when training a quantum machine learning model. Firstly, even

when having exact gradients, it is extremely slow to get out of these regions and reach

the minimum. Secondly, when using SPSA, the gradients are only approximated, and it

is unsure if the model even can get out of the barren plateau.

Avoiding barren plateaus is a current research question in quantum machine learning

[45]. Literature explores methods for mitigating those problems. A method to do so

seems to be layer-wise training with variational circuits. That means that in the course

of optimization, the layers of the model increase incrementally and in each step, only a

subset of parameters is optimized [58]. In general, the parameters of variational circuits

are initialized randomly. Another recent advancement in quantum machine learning

suggests the use of classical neural networks for the initialization of the parameters [15].

In [15] the authors propose the usage of parameters for variational circuits from classical

neural networks. They show that their method mitigates barren plateaus [15].

29



4. A short introduction to category

theory

Category theory is a modern branch of mathematics, that understands objects through

their relationship with other objects [26]. These relationships are called morphisms.

With consistent execution of this main principle, one can show similarities between any

kind of mathematical object and show general principles across the field of mathematics

[26]. In this section, we will give a short introduction to this field of mathematics and

describe a few important concepts. For a more complete description of the field, we like

to refer the interested reader to [32] and [36]. Category theory is extensively needed

in this thesis since the DisCoCat framework in chapter 5 is categorical by design. As

of right now, the DisCoCat framework is the main framework in the field of quantum

natural language processing.

4.1. Categories

The basic elements of category theory are categories.

Definition 4.1.1. A category C is defined as [26]:

• A collection of objects A,B,C,D,. . . in C together with a collection of morphisms

f : A→ B, g : B → C, h : C → D,. . . in C

• Compatible morphisms can be composed. The composition will be: g ◦ f : A→ C

• The composition of morphisms is associative: (g ◦ f) ◦ h = g ◦ (f ◦ h)

• For every object A, there is an identity morphism: idA : A → A, such that for

every f : A→ B holds: f ◦ idA = f = idB ◦ f

The core idea is, that elements of a category belong together because they have a similar

structure. This structure needs to be maintained with morphisms [26]. Graphically, one
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can draw objects as wires and morphisms as boxes. The next picture shows examples of

the graphical notation. The left drawing shows the single identity morphism on object

A. Also consider f : A → B and g : B → C to be morphisms. The composition of

processes is then drawing the boxes in a logical sequence. The middle picture shows one

process being applied, whereas the right picture shows a composition of morphisms.

A

B

A

f

C

g

B

f

A

For the remainder of this thesis, if objects in a category C are mentioned it is of notation

A in obj(C). The same goes for morphisms: f in mor(C).

For later purposes, it is helpful to think of objects of a specific category as a system and

morphisms as processes, which turn a system A into a system B, all while keeping the

underlying structure [20]. A handy example of such a description would be in computer

science with data types as systems and algorithms as morphisms, where data types get

manipulated by algorithms [20].

4.2. Functors

The next crucial concept of category theory is a functor. When one wants to map

a category C to a category D one intuitively needs to map objects to objects and

morphisms to morphisms. Those mappings are called functors [26]. For those functors

the following rules hold, let F denote the functor [26]:

• Each object X in obj(C) gets mapped to an object F (X) in obj(D)

• Each morphism f : X → Y inmor(C) gets mapped to a morphism F (f) : F (X) →
F (Y ) in mor(D) such that:

– F (idX) = idF (X) for every X in obj(C); Functors preserve the identity mor-

phism
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– F (f ◦g) = F (f)◦F (g) for all f : X → Y and g : Y → Z in mor(C); Functors

preserve the composition of morphisms

Consider the following commutative diagram, which explains the preservation of com-

position [20] [5]:

X

Y

Z
g ◦ f

f g

F

F (X)

F (Y )

F (Z)
F (g) ◦ F (f)

F (f) F (g)

Figure 4.1.: Functor

The motivation behind a functor can be to map the structures of a complicated category

to a simpler category. Another motivation can be to map structures of the category, in

which no complex calculations can be performed, to another category, where there is a

possibility to do so. The latter motivation will be explored in chapter 5.

4.3. Monoidal categories

The notion of monoidal categories introduces the concept of parallelization. In short, if

a category is monoidal, we could let processes, i.e. morphisms, run in parallel [20]. We

first introduce the category C ×C:

• The objects of category C ×C are all possible pairs of objects (X, Y ), where X

and Y are objects from category C.

• The morphisms of C×C are defined as pairs of morphisms. If there is a morphism

f : A → B in mor(C) and g : C → D in mor(C), then the morphisms of C ×C

are of the form (f, g) : (A,C) → (B,D).

32



4. A short introduction to category theory

Definition 4.3.1. A monoidal category C is a category with the following additional

properties [20]:

• A tensor product functor ⊗ : C ×C → C;

Such that all object pairs (X, Y ) in obj(C×C) get mapped to a composite X⊗Y
and all morphism pairs f, g in obj(C), where f : A → B and g : C → D, get

mapped to a parallel composition f ⊗ g : A ⊗ C → B ⊗ D. This functor is also

called bifunctor [47].

• A unit object I in obj(C).

• A natural isomorphism α called the associator:

For every A,B,C in obj(C) it holds (A⊗B)⊗ C
αA,B,C−−−−→ A⊗ (B ⊗ C)

• A natural isomorphism λ called the left unitor:

For every A in obj(C) it holds I ⊗ A
λA−→ A

• A natural isomorphism ρ called the right unitor:

For every A in obj(C) it holds A⊗ I
ρA−→ A

If the associator and the two unitors are identities, the monoidal category is strict. Def-

inition 4.3.1 has to fulfill the triangle equation [47] [20]:

Every A,B in obj(C), ρA ⊗ idB = (idA ⊗ λB) ◦ αA,I,B

and the pentagon equation [47] [20]:

Every A,B,C,D in obj(C),

αA,B,C⊗D ◦ αA⊗B,C,D = (idA ⊗ αB,C,D) ◦ αA,B⊗C,D ◦ (αA,B,C ⊗ idD)

Due to the abstract nature of these equations, it is very beneficial to look at the dia-

grammatic representations of these equations:
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(A⊗ I)⊗B A⊗ (I ⊗B)
αA,I,B

A⊗B

ρA ⊗ idB idA ⊗ λB

Figure 4.2.: The triangle equation

(A⊗ (B ⊗ C))⊗D A⊗ ((B ⊗ C)⊗D)

((A⊗B)⊗ C)⊗D A⊗ (B ⊗ (C ⊗D))

(A⊗B)⊗ (C ⊗D)

αA,B⊗C,D

idA ⊗ αB,C,DαA,B,C ⊗ idD

αA⊗B,C,D αA,B,C⊗D

Figure 4.3.: The pentagon equation

4.3.1. Symmetry and braiding

Two important properties of monoidal categories are braiding and symmetry. In quan-

tum computing, symmetry enables the switching of wires in quantum circuits.

Definition 4.3.2. A monoidal category is braided, if it is equipped with the natural

isomorphism σA,B : A⊗B → B ⊗A. This morphism is called the braid, which needs to

satisfy the following equations [20] [47]:

αB,C,A ◦ σA,B⊗C ◦ αA,B,C = (idB ⊗ σA,C) ◦ αB,A,C ◦ (σA,B ⊗ idC)

α−1
C,A,B ◦ σA⊗B,C ◦ α−1

A,B,C = (σA,C ⊗ idB) ◦ α−1
A,C,B ◦ (idA ⊗ σB,C)

These equations are called hexagon equations. Once again, the reader is advised to look

at those two equations in graphical notation:
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A⊗ (B ⊗ C) (B ⊗ C)⊗ A
σA,B⊗C

(A⊗B)⊗ C B ⊗ (C ⊗ A)

αA,B,C αB,C,A

(B ⊗ A)⊗ C B ⊗ (A⊗ C)

σA,B ⊗ idC idB ⊗ σA,C

αB,A,C

Figure 4.4.: First hexagon equation

(A⊗B)⊗ C C ⊗ (A⊗B)
σA⊗B,C

A⊗ (B ⊗ C) (C ⊗ A)⊗B

α−1
A,B,C α−1

C,A,B

A⊗ (C ⊗B) (A⊗ C)⊗B

idA ⊗ σB,C σA,C ⊗ idB

α−1
A,C,B

Figure 4.5.: Second hexagon equation

The braid can be represented as switching wires, depicted graphically as interrupted

lines and straight lines [21]:

A B

AB

A⊗B
σA,B−−−→ B ⊗ A

A B

AB

A⊗B
σ−1
A,B−−−→ B ⊗ A

σ ◦ σ−1 and σ−1 ◦ σ can be shown as unbraiding the wires:
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A B

A B

=

A B

A B

A B

A B

=

A B

A B

In symmetric monoidal categories the braid morphism is self-inverse:

σB,A ◦ σA,B = idA⊗B

Therefore, σA,B = σ−1
A,B [21]. In a symmetric monoidal category, it is therefore possible

to simplify the diagrammatic representation of the braiding [21]:

= =:

4.3.2. States and effects

A way to initialize a non-trivial system is to simply bring the system into being from the

trivial system I [20]. This notion gives rise to a special kind of morphism in monoidal

categories called the state.

Definition 4.3.3. A state of an object A in a monoidal category is the morphism

ρ : I → A [20].

Since systems can be brought into existence, the logical conclusion is that they can be

also taken out of existence. These processes are called effects [20].

Definition 4.3.4. An effect of an object A in a monoidal category is the morphism

ϵ : A→ I [20].

The figure below depicts a diagrammatic representation of a state on the left and its

corresponding representation of an effect on the right:
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ρ

ϵ

The notion of an effect can be thought of as a measurement with a desired outcome.

In addition, an effect can be thought of as a postselection with a desired measurement

result. Consider the following diagram from [20]:

a

f

A

x

Given this diagram, a state a is first initialized. Afterwards, a process f is applied with

two outcomes. The first outcome to the left is being measured with the measurement x

expected. This does not mean that x is the only possible outcome to the measurement

on the left, but that diagram does only take into account those instances, where x occurs.

So, for example, if more processes are being applied on A afterwards, the diagram does

only take into account cases, where x was measured beforehand [20].

4.4. Monoidal functors

Monoidal functors are functors between two monoidal categories that preserve monoidal

structure [20]. In particular, they respect the monoidal unit and tensor product [47].
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Definition 4.4.1. Let C and C′ be monoidal categories. For the monoidal functor

F : C → C′ there are the following two maps [20] [27]:

ϕA,B : F (A)⊗ F (B) → F (A⊗B)

ϕ : I → F (I)

A monoidal functor is strong if ϕA,B and ϕ are invertible.

4.5. Compact closed categories

A monoidal category is compact closed if every object A in obj(C) has a left adjoint

Al and a right adjoint Ar, while the following morphisms hold [27] [47]:

ϵrA : A⊗ Ar → I ηrA : I → Ar ⊗ A

ϵlA : Al ⊗ A→ I ηlA : I → A⊗ Al

The ϵA morphisms can be diagrammatically represented as:

A Ar

ϵrA : A⊗ Ar → I

Al A

ϵlA : Al ⊗ A→ I

And the ηA morphisms can be diagrammatically represented as:

Ar A
ηrA : I → Ar ⊗ A

A Al

ηlA : I → A⊗ Al

These structures are called cups and caps respectively [47]. Cups can be also thought

of as contracting or reducing systems or part of systems. In the ϵA morphism case,

structures contract if the right adjoint is matched.
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In addition, the ηA and ϵA morphisms are needed in compact closed categories so that

the following equations hold [20]:

(ϵrA ⊗ idA) ◦ (idA ⊗ ηrA) = idA (idAr ⊗ ϵrA) ◦ (ηrA ⊗ idAr) = idAr

(idA ⊗ ϵlA) ◦ (ηlA ⊗ idA) = idA (ϵlA ⊗ idAl) ◦ (idAl ⊗ ηlA) = idAl

These equations are called yanking equations or snake equations, due to their form. To

illustrate a yanking equation, consider the following diagram, which corresponds to the

top-left yanking equation [47]:

A

Ar

A

=

A

A

Visually, the diagram on the left gets stretched or yanked straight, such that the idA

morphism gets produced, hence the name.

4.6. FHilb category

The finite-dimensional Hilbert Spaces, which were discussed briefly in section 3.1, form a

compact closed category [12]. For complete mathematical proof, the reader is referred to

[11]. This compact closed category will be further referenced as FHilb. In FHilb objects

are Hilbert spaces, morphisms are linear maps, composition is the composition of linear

maps, and the identity morphism is the identity linear map [20]. The monoidal product

is the tensor product [27]. As this compact closed category is symmetric, we observe the

following property. Remember V l and V r are the left and right adjoint respectively, for

any object V in obj(FHilb):

V l = V r = V ∗
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V ∗ is called the dual. By fixing a basis {r⃗i}i, the dual becomes isomorphic to the vector

space itself, thus V ∗ ∼= V [27]. The ϵ and η look the following way [27] [12]:

ϵrV = ϵlV : V ⊗ V → I given by
∑
i,j

ci,j v⃗i ⊗ w⃗j 7→
∑
i,j

ci,j ⟨v⃗i|w⃗j⟩

ηrV = ηlV : I → V ⊗ V given by 1 7→
∑
i

r⃗i ⊗ r⃗i

With this information, the yanking equations can be solved. Note that due to the

property of this category the four yanking equations collapse into the following two:

(ϵA ⊗ idA) ◦ (idA ⊗ ηA) = idA

(idA ⊗ ϵA) ◦ (ηA ⊗ idA) = idA

For an example proof of a yanking equation, the reader is referred to section 3.1.2 in

[47].
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distributional framework

The categorical compositional distributional framework, also known as DisCoCat, is a

mathematical approach to natural language processing incorporating aspects of category

theory. It was first proposed by Bob Coecke, Mehrnoosh Sadrzadeh, and Stephen Clark

in 2010 [12]. In this section, we will comprehensively describe this idea and bring it into

the context of quantum computing. This framework is of big importance in this thesis

since it is the foundation of current quantum natural language processing.

5.1. Pregroup grammar

An important prerequisite to DisCoCat is the pregroup grammar introduced by Joachim

Lambek [31]. A Lambek pregroup is denoted by a six tuple (P, 1, ·,≤,−r,−l), which is

a partially ordered algebra [27]. Each element of this partial order has a right and left

adjoint. This algebra forms a compact closed category, such that the yanking equations

for a partial order hold [55]:

p · pr ≤ 1 ≤ pr · p pl · p ≤ 1 ≤ p · pl

The morphisms defining compact closed categories also hold:

ϵr : p · pr ≤ 1 ηr : 1 ≤ pr · p

ϵl : pl · p ≤ 1 ηl : 1 ≤ p · pl

Whereas ϵ morphisms are sometimes called contractions and η morphisms extensions.

Note that · and ≤ can be written as ⊗ and →. For the application of the pregroup

grammar on natural language, it is necessary to define the elements for the pregroup

grammar, i.e. the elements in P . Such elements are often called types or atomic types

[28]. These types can be thought of as atomic linguistic structures that can occur in
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5. Categorical compositional distributional framework

a sentence. For example, simple types are the noun type n, the sentence type s, and

the prepositional phrase type p. After defining the types, a lexicon of words L and a

function f that maps each word to a type or combination of types are needed. Let the

following simple example illustrate this idea:

P = [n, s]

L = [Alice, cooks, eats, schnitzel, at, home,Bob, loves]

f = {Alice : n, cooks : nr · s · nl, eats : nr · s · nl, schnitzel : n, at : sr · nrr · nr · s · nl,

home : n,Bob : n, loves : nr · s · nl}

We now look at the sentence Alice cooks schnitzel at home.:

n · nr · s · nl · n · sr · nrr · nr · s · (nl · n) ≤

(n · nr) · s · nl · n · sr · nrr · nr · s · 1 ≤

1 · s · (nl · n) · sr · nrr · nr · s · 1 ≤

1 · (s · 1 · sr) · nrr · nr · s · 1 ≤

1 · 1 · 1 · (nrr · nr) · s · 1 ≤

1 · 1 · 1 · 1 · s · 1 = s

It is shown that with this grammar the sentence contracts to the atomic type s. When

sentences reduce to the atomic type s the sentences are well typed [12]. Note that there

are different ways of contracting the types. In this example, a simple approach is used

for illustration purposes, but an automatic parser might choose a different way. The next

example with Alice cooks eats. shows a sentence that is not well-typed and therefore

does not reduce to the s type:

(n · nr) · s · nl · nr · s · nl ≤

1 · s · nl · nr · s·nl

No more reduction can be performed after this first step and the sentence does not reduce

to type s. As mentioned beforehand, diagrammatically contraction can be depicted as

cups. Consider the sentence Alice loves Bob:
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Alice
n

1

loves

nr · s · nl

s

Bob
n

1

It is also diagrammatically shown, that the sentence Alice loves Bob is well typed.

Since the pregroup grammar needs a lexicon and an according mapping with all lexicon

entries to some types, it is a challenge to implement such approaches to real-life exam-

ples. First, out-of-vocabulary words pose a problem. Secondly, the biggest challenge is

to find such needed mapping. In the Lambeq package [28] these challenges are addressed

by using a large language model as a parser. The Lambeq package includes the Bob-

Cat parser, which has a Transformer-based architecture. It syntactically parses every

sentence, such that it can be represented in a pregroup grammar. Note that because of

the neural network based architecture, every process inside this parser is of statistical

nature. For a more detailed description of how this parser operates, the reader is referred

to the original paper [9].

5.2. The meaning of words as vector space model

The second important prerequisite to the DisCoCat model is how the meaning of words

is modeled in computational linguistics. The core idea behind a vector space model

for meaning can be explained by the well-known quote by John R. Firth “you shall

know a word by the company it keeps” [12]. That means the meaning of a word is

represented by other words inside its context. The context can be a window of any size.

That means that for example the words tree and bush have similar meanings because

both appear in similar contexts. Neighboring words of both examples might be green,

ground, bloom, and many more. Thus, a big part of the contexts of tree and bush

overlap and give those two similar meanings. It is important to say that not everything

in the two contexts overlap since they are both still two separate entities. tree might

be mentioned alongside tall, whereas bush might be alongside tiny. The same ideas go

for words that are completely different from each other. car and human will have only

a small amount of context words that overlap. All of these intuitions are reflected in

natural language texts, which humans produce every day [12].

The meaning of words is then represented as a high-dimensional vector v⃗ ∈ Rn in a
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meaning-space. The orthogonal basis vectors are then the possible words that can occur

in context [12]. To explain this concept further consider this simple example. The

following context words define the basis: green, tall, and machine. Imagine we want

to represent the words tree, bush, and car. In a given corpus suppose the following

co-occurrence count:

context word green context word tall context word machine

tree 5 7 0

bush 5 4 1

car 2 1 7

Table 5.1.: Co-occurrence count

This matrix presents the following vectors: v⃗tree = (5, 7, 0), v⃗bush = (5, 4, 1) and v⃗car =

(2, 1, 7). Note that in more serious applications the co-occurrence number is usually

normalized through tf-idf (term frequency inverse document frequency) or other similar

measures [27]. By defining a vector space there is the opportunity to calculate the

distance of vectors. This can be done through various metrics such as the inner product

or the cosine similarity. The cosine similarity of two n-dimensional vectors a⃗ and b⃗ is of

the following form:

CS (⃗a, b⃗) =
a⃗ · b⃗

||⃗a|| · ||⃗b||
The distance of the word vector enables the notion of similarity between words. The

closer the vectors the more similar the words. In terms of cosine similarity that means

the closer the value to 1 the closer the vectors and therefore the more similar the words.

We can experience this phenomenon in the example above. CS(v⃗tree, v⃗bush) ≈ 0.95 and

CS(v⃗tree, v⃗car) ≈ 0.27. tree is more similar to bush than to car. Vector spaces can

therefore carry the meaning of words.

Vector-based approaches have been successfully applied to many aspects of natural lan-

guage processing [12] such as text segmentation [8], information retrieval [46] [42], au-

tomated word sense discrimination [54], and prominently, language modeling [4].

5.3. The meaning of a sentence

We have seen so far that the pregroup grammar, i.e. the category of grammar, and

FHilb, i.e. the category of meaning, both form a compact closed category. We also
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saw that conveniently every quantum state in quantum computing lies inside a finite

dimensional Hilbert space.

Bob Coecke et al. [12] propose a strong monoidal functor that maps the grammar

category to the meaning category. By mapping the grammar of a sentence to the distri-

butional meaning of words we get the meaning of a sentence composed by the meaning

of words combined with the grammatical structure [12]. This idea is made possible by

category theory.

Recall that a functor maps objects to objects and morphisms to morphisms while keep-

ing the categorical structure. We start with the objects. As presented earlier in section

5.1 the grammar category holds several atomic linguistic types (such as nnoun, ssentence,

pprepositionalphrase etc.). The FHilb category holds as objects Hilbert spaces. We map the

atomic linguistic types to the finite-dimensional Hilbert spaces. We have the freedom

to decide with how many qubits the Hilbert space is represented with, that the atomic

linguistic type gets mapped to. This will later be mentioned as a hyperparameter in

the quantum machine learning model. Note that while mapping ssentence to S, as S

corresponds to a d-dimensional Hilbert space, it is also necessary to map right and left

adjoints to the Hilbert space. As FHilb is symmetric and therefore has a dual object,

which is isomorphic to itself, it holds that when mapping srsentence to Sr: Sr = S∗ = S.

Thus, srsentence gets mapped to S. Every adjoint of a type in the grammar category gets

mapped to one self-isomorphic object in the FHilb category.

The morphisms in the pregroup category, i.e. the contractions ϵr and ϵl and extensions

ηr and ηl, are then mapped to contraction and extension in FHilb. Note again that

since finite vector spaces are self-dual there is only one contraction morphism and one

extension morphism. It looks the following way, whereas 7→ depicts the mapping and

the subscript depicts the according category:

ϵrP 7→ ϵFHilb ϵlP 7→ ϵFHilb

ηrP 7→ ηFHilb ηlP 7→ ηFHilb

Diagrammatically the process of mapping one category to the other is depicted as:
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Alice

n

1

Pregroup category

loves

nr · s · nl

s

Bob

n

1

Functor

Alice

N

I

FHilb

loves

N ⊗ S ⊗ N

S

Bob

N

I

It is important to note that not just the pregroup grammar introduced by Joachim

Lambek [31] works but any grammar, which can be represented as a compact closed

category, works[47].

Note that in the FHilb category, which is informed by the grammar category, every

group of objects carries the meaning of a word. That means the first group N in the

example above carries the meaning of the word Alice, N ⊗ S ⊗ N carries the meaning

of loves, and the last group N carries the meaning of Bob. These groups of objects are

later represented as boxes.

The structure in FHilb is determined by the grammar category, while the meaning itself

gets left alone. If we then perform the reduction morphisms of this compact closed

category, we get left with the S wire. This wire carries the meaning of the sentence,

where semantics and syntax are combined [12]! We can think of this whole procedure

as one state Alice loves Bob : I ⊗ I ⊗ I → S, where S carries the representation of

the entire diagram [47]. In the Lambeq package [28] the pregroup diagrams are often

combined with the aforementioned word boxes, where each word box will be mapped

to its corresponding meaning in the FHilb category. This diagram style is helpful for

illustration purposes:
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Note that in those sorts of diagrams, the time evolution is depicted from top to bottom.

5.4. From FHilb to quantum circuits

Since FHilb can be represented in terms of quantum theory, the grammar-enriched FHilb

category can be transformed into a quantum circuit. This transformation is one of the

most challenging concepts in this framework. This transformation will be explained step

by step, starting with the simpler systems.

5.4.1. Initialization

As explained in section 4.3.2, we first need to bring a state or system into existence.

This is achieved by the morphism ρ : I → A. Consider the isolated system for Alice:

Alice

n

According to section 4.3.2, this will be transferred to:

0
= |0⟩

This pipeline also holds for boxes with a higher codomain:

loves

nr s nl
→ 0 0 0 =

|0⟩
|0⟩
|0⟩

With this representation, there exists a degree of freedom in the choice of the number

of qubits for each object. Remember, since FHilb is symmetric and by fixing a basis,

the dual becomes isomorphic to the vector space itself every object plus its adjoints gets

mapped to one object in FHilb.

n 7→ N ; nr 7→ N ; nl 7→ N
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We are free to choose the number of qubits for N . This choice will be later handled as

a hyperparameter. If we consider the loves box from above, where we map to a Hilbert

space, where S is represented by one qubit and N is represented by two qubits, the

initialized state for loves looks like:

0nr 0nr 0s 0nl 0nl

5.4.2. Addition of meaning

As discussed in section 5.2, meaning can be represented in terms of vectors. The natural

question that arises is, how can one implement those meaning-vectors inside a quantum

circuit? In section 3.5.2 circuits with parameters were explained. The parameters of

the rotation gates in the parameterized circuits represent the meaning of the word. In

source [40] it is described as using the quantum parameters as word embeddings. The

Hilbert space is used as feature space [40].

Single qubit cases

For representing the meaning of a box that is mapped to one qubit it is commonly

practiced adding rotation gates in the form of Rz(θ)Rx(θ)Rz(θ) [40]. This sequence of

rotation gates is important since it allows us to represent any state on the Bloch sphere.

As explained in section 3.3.1 it is possible to decompose any unitary operation on one

qubit into MNM rotation, where M and N are two non-parallel rotation axes. We

strongly want to cover the entire Bloch sphere since expressibility of quantum circuits

increases learning capability, as explained in section 3.5.2.

To summarize, the meaning-vector of a single qubit box is represented asRz(θ)Rx(θ)Rz(θ)

rotation procedures. If we want to have a meaning-vector of size nine, we have three

blocks of those rotation procedures. A word vector with fewer than three gates is not

optimal.

Multi qubit cases

In the majority of times, boxes have more than one output wire. In section 3.5.2 various

subroutines of choosing the gates for variational circuits are explained. These subrou-

tines, or ansätze, are used to represent multi qubit boxes. In section 3.5.2 one layer

48



5. Categorical compositional distributional framework

of such ansätze is described, but in a machine learning context, one can choose how

many layers of an ansatz are being used. This choice will also be later introduced as a

hyperparameter.

A simple example for the loves from above: We map N to 2 qubits, S to 1 qubit, and

have two layers of the IQP ansatz. The quantum circuit looks like this:

|0⟩ H H

|0⟩ H RZ(θ1) H RZ(θ5)

|0⟩ H RZ(θ2) H RZ(θ6)

|0⟩ H RZ(θ3) H RZ(θ7)

|0⟩ H RZ(θ4) H RZ(θ8)

5.4.3. Cups and caps in quantum theory

The most difficult concept of this mapping is the representation of the caps and cups

in quantum computing. Recall that in FHilb caps and especially cups are of utmost

importance.

In [40] the authors propose to map cups to:
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The output state of the cup follows as:

(⟨0| ⊗ ⟨0|)(H ⊗ I)(|0⟩ ⟨0| I ⊗ |1⟩ ⟨1|X) =

1√
2
((⟨0|+ ⟨1|)⊗ ⟨0|)(|0⟩ ⟨0| I ⊗ |1⟩ ⟨1|X) =

1√
2
(⟨00|+ ⟨10|)(|0⟩ ⟨0| I ⊗ |1⟩ ⟨1|X) =

1√
2
(⟨00|+ ⟨11|)

Hence:

∪ =
1√
2
(⟨00|+ ⟨11|)

Caps are proposed to be:

The output state of the cup follows as:

(|0⟩ ⟨0| I ⊗ |1⟩ ⟨1|X)(H ⊗ I)(|0⟩ ⊗ |0⟩) =

(|0⟩ ⟨0| I ⊗ |1⟩ ⟨1|X)(
1√
2
(|0⟩+ |1⟩)⊗ |0⟩) =

(|0⟩ ⟨0| I ⊗ |1⟩ ⟨1|X)(
1√
2
(|00⟩+ |10⟩)) =

1√
2
(|00⟩+ |11⟩)

Hence:

∩ =
1√
2
(|00⟩+ |11⟩)

Recall that in FHilb the four yanking equation collapse into just two. With the afore-

mentioned cap and cup representation we can verify the yanking equations. For the full
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verification we refer the reader to appendix G.

5.4.4. The full picture

Having described all the necessary representation, it is now possible to show the entire

pipeline from a sentence to a trainable quantum circuit. We do this by mapping every

basic type in the pregroup grammar to one qubit. We are also using three single qubit

rotation gates and one layer of the IQP ansatz. The example sentence will be Alice

loves Bob.

Starting with the grammatical representation:

Then continue with the according circuit. The non-classical representation of quantum

circuits from [28] will be used since they are more complete in terms of postselection:

51



5. Categorical compositional distributional framework

In those circuit representations, the information flows from top to bottom. The first

qubit is on the left.

At last, the entire DisCoCat framework is comprehensively mathematically described by

Sadrzadeh et al. in [51]:

Definition 5.4.1. The DisCoCat framework can be depicted by a 4-tuple:

(CSyn,CSem, F, J K)

This 4-tuple consists of a compact closed categoryCSyn andCSem. It contains a strongly

monoidal functor F : CSyn → CSem and a semantic map J K : Σ∗ → CSem, that maps

every set of strings from a language Σ∗ to the category of semantics.

The meaning of phrases and sentences is therefore represented by:

Jw1w2...wnK := F (α)(Jw1K ⊗ Jw2K ⊗ ...⊗ JwnK)

w1w2...wn denotes the phrase and α denotes the grammatical structure of that phrase,

such that α in mor(CSyn). On the left side of the above equation, the semantics of the

sequence of strings is depicted, such that it is calculated by the single meanings of each

word wi with the help of α, F and ⊗.

The principle of lexical substitution is implemented in this framework. It dictates how

the meaning of the words composes the meaning of the sentence. For a more detailed

explanation of lexical substitution, the reader is referred to [57].

5.5. Combination with quantum machine learning

As already suggested this framework will be combined with the means of machine learn-

ing. Generally, there is no direct prescription with which machine learning methods the

DisCoCat framework should be combined with. As already indicated, we will focus on

quantum machine learning. Later there will be a short explanation of why quantum is

a good decision for the DisCoCat framework.

As described earlier, the meaning of a sentence is represented in the output wire, which

does not have a 0-effect attached to it. In a quantum theory context, this wire corre-

sponds to a qubit that is being measured. As described in section 3, a qubit is mathe-

matically mapped to C2. The output vector of a sentence in the form of [a1+b1i; a2+b2i]

gets transformed to [||a1 + b1i||; ||a2 + b2i||] = [r1; r2] whereas r1, r2 ∈ R and r1 + r2 = 1,
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compare section 3.2. If the DisCoCat framework is combined with a classification task

for a sentence, the values r1 and r2 respond to our predicted labels. To retrieve predicted

labels, it is commonly practiced to round the predictions to get discrete values [40]. An

according loss function needs to be chosen as well as an optimizer. As explained in

section 3.5.3, the optimizer poses a problem in quantum machine learning. Therefore,

mostly the SPSA algorithm is being used.

5.6. Suitability for quantum computing

In the first description of the DisCoCat framework, there is no direct mention of quantum

information. This fact should somewhat foreshadow the actual development of DisCo-

Cat. The motivation behind the development of this framework was more of a practical

concern in NLP: If we know the meaning of words, how can we compose the meaning of

a sentence [13]? It happened to be that category theory granted the necessary ingenuity

to make a framework that provided a blend between meaning and grammar [13]. Of

course, there is no denying the fact that categorical quantum mechanics and DisCoCat

are inseparable and that quantum computing lives inside categorical quantum mechan-

ics. So the term, the authors prefer the most for describing the relationship between

quantum computing and DisCoCat, is quantum-inspired [13]. It is also argued since

DisCoCat framework is conceptualized inside a Hilbert space, albeit it is informed by

the pregroup grammar, the whole framework is quantum-native, since Hilbert spaces lay

the foundation in quantum computing.

The next question to ask is whether quantum natural language processing will also ben-

efit from the quantum speedup we are seeing in quantum algorithms, for example in

Grover search [18]. It is obvious, that quantum computers do not suffer from the expo-

nential space blowup in tensor products [13]. But can it bring benefit to NLP problems?

In [13] it is argued that in several standard NLP task, such as latent semantic analysis

or question answering, we can achieve quantum advantage. A more immediate benefit is

for example the storage of meaning-vectors by quantum computing. Each n-qubit sys-

tem has 2n degrees of freedom, which means it can store N -dimensional classical vectors

using just log2N qubits [1]. However, it is essential to approach all these theoretical

quantum advantages with caution because, as of now, the scalability and noise levels in

current quantum hardware pose significant challenges.
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As seen in chapter 2, word prediction is a commonly occurring task in pretraining lan-

guage models. This forms the motivation for exploring word prediction in the DisCoCat

framework. In particular, the core of the experimental part in this thesis deals with the

implementation of word prediction as found in masked language modeling in a quantum

machine learning setup using the DisCoCat framework. The experiment section will first

deal with the related work regarding this area. Afterwards, the section will be split into

two parts, one fraction will deal with an approach to masked language modeling in a

binary classification setup and the other fraction will deal with a multiclass classification

realization. For each implementation, the experiment setup will be thoroughly explained

and evaluation will be done on unseen data. The dataset from [59] will be used. For the

second multiclass classification part, theoretical approaches to a masking strategy in a

quantum machine learning setup are comprehensively presented, a strategy is described

how to reduce task complexity and qubit amount, and lastly, it is thoroughly explained

how to do a multiclass classification in the DisCoCat framework.

6.1. Related work

In this section, some key experiments in the field of quantum natural language processing

will be reviewed, focusing on previous work that has explored the use of quantum natural

language processing for tasks such as density matrices for word embedding and text

classification. All the following work uses the DisCoCat framework [12].

6.1.1. First QNLP experiment on quantum hardware

In [40] the authors train a quantum machine learning model on a sentence classification

task. This work is the first-ever QNLP experiment on a noisy intermediate-scale quan-

tum processor (NISQ), as discussed earlier in this thesis. The training dataset includes

30 sentences with a vocabulary size of 7 words. Each sentence was annotated with a
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binary label lσ ∈ {0, 1} beforehand, where 0 correspond to the value False and 1 corre-

sponds to the value True. The authors split the learning corpus into a training and a

test set. The task is described by the authors as a binary classification of sentences in a

supervised learning setup.

To generate a label for a sentence, they map the sentence diagrams, generated by the

DisCoCat framework to pure quantum circuits. The evaluation of a circuit is a scalar

p ∈ [0, 1]. By rounding to the nearest integer, the authors get the binary label. The

circuits used in the experiment have variational gates which can be trained. The pa-

rameters are trained such that the predicted labels match the labels in the training set.

The cost function for this task was defined as:

L(θ) =
∑

σ∈∆(l
pr
σ (θσ)− lσ)

2

lprσ (θσ) represents the predicted label from the model with parameters θσ. lσ refers to

the target label. ∆ denotes the dataset and subscript σ denotes the index variable for a

training sentence in the dataset.

Minimizing this cost function yields the optimal parameters for this task based on the

training set. For optimization, the authors use the gradient free optimization method

SPSA [50], which is described in section 3.5. The authors evaluate the performance of

the model with training and test errors. Train and test errors are the number of false

predictions inside the according dataset.

Firstly, they simulated their quantum circuits and received promising performance. They

showed smooth convergence and simultaneously showed, that with increasing circuit

depth and parameters, the training and test errors shrink. They could reduce the test

error rate (percentage of wrong predicted labels on the test set) to around 0.4. For their

quantum experiment on NISQ processors, they reduced their dataset to 16 sentences

with a vocabulary of 6 words. They let their model run on quantum hardware from

IBM (in particular ibmq montreal and ibmq toronto). They could also report smooth

convergence for their quantum run and reported a test error rate of 0.375 [40]. One has

to keep in mind that the corpus was significantly reduced for the quantum run. The

authors stated that running QNLP models on quantum hardware in the NISQ era has

concrete promise for scalability as the quality of the quantum hardware improves in the

near future.

A selection of further topics given in their work is working with larger datasets and tar-

geting more complex NLP tasks. Secondly, they suggest trying out hybrid models, where

classical neural networks and pure quantum circuits are being used. At last, they pro-
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pose adopting the recently introduced DisCoCirc framework [10] for QNLP experiments.

6.1.2. Classification based on meaning and grammar

In [34] the authors present two QNLP experiments, which are evaluated on quantum

hardware. Like [40], both experiments are binary classification tasks in a supervised

learning environment with a quantum machine learning setup.

The first proposed experiment is a meaning classification task, referenced further as

MC. For a given sentence the model has to determine between two possible meaning

categories, cooking or IT. The corpus for this classification has 130 sentences and each

meaning category is equally represented with 65 sentences each.

The second experiment is a binary classification task, where the model has to predict

whether a phrase contains a subject relative clause i.e. (“device that detects planets”)

or contains an object relative clause i.e. (“device that observatory has”). This task is

further referenced as RP. The dataset for this experiment contains in total 105 clauses

with a total of 115 words.

For later evaluation, the authors split both corpora into training, development, and test

sets.

The authors employ the binary cross-entropy loss function [22] and optimize their ap-

proach using the SPSA algorithm [50]. For a description of this loss function, the reader

is referred to appendix F.

As described in the experiment in [40], labels are being produced by rounding the evalu-

ations of the circuits. The model is evaluated by calculating training and test error, like

in [40]. Interestingly, the authors provide a variety of ansatz modifications they used

for those two experiments. The figure 6.1 given in [34] provides a good overview of the

studied hyperparameters:

Figure 6.1.: Studied hyperparameters in [34]
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qs describes the number of qubits used for the sentence type. This parameter corresponds

to circuit width. Note that for sentence evaluation the number of sentence qubits di-

rectly corresponds to the number of classes we have for the classification task with 2qs .

In the MC task, there are 2 classes, hence qs = 1. In the RP task there are no sentences,

only clauses. Clauses reduce to the atomic type n (i.e. the meaning of the clause is

represented in one leftover wire with the atomic type n), hence qs = 0 and qn = 1.

pn describes how many rotation gates are used per noun. Sometimes this parameter

is called “number of single qubit gates”. This hyperparameter corresponds to circuit

depth.

d describes the number of layers used for multi qubit gates. One layer in this experi-

ment consists of a row of Hadamard gates and a row of controlled variational gates, that

connect all qubits with each other. For more information compare section 3.5. d also

corresponds to circuit depth.

At last, k describes how many parameters each ansatz with the corresponding hyperpa-

rameters has.

Firstly, the authors simulate their quantum model. With each of the proposed ansätze,

they achieve a smoothly converging model. For the MC task, the model converged most

optimally with hyperparameter triplet (1,3,1) and (1,3,2). For (1,3,1) the train and test

error rate is at 16.9% and 20.2%, respectively. In the RP case, the model most optimally

converged for the triplets (0,1,2) and (0,3,2). The train and test errors for the triplet

(0,1,2) are 9.4% and 27.7%, respectively.

At last, the experiment is run on quantum hardware. The MC task is tested with the

hyperparameter choice (1,3,1) and had a test error rate of 16.7%. The MC task is tested

with the hyperparameter choice (0,1,2) and had a test error rate of 32.7%. As the num-

bers show, the quantum run yields worse results, due to noisy quantum hardware at the

time.

For further work, the authors propose again larger-scale experiments, with better quan-

tum hardware. The whole scalability question is an important topic, as quantum hard-

ware steadily gets improved. They also outline the search for specific ansatz choices in

a task-specific way. A further line of research is also investigating the introduction of

regularization methods in quantum machine learning and the use of other optimization

methods.
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6.1.3. Density matrices as word embeddings

In [6] the author proposes a quantum machine learning model which learns density

matrices as word embeddings by using Word2DM. Word2DM is a quantum approach

for learning word embeddings inspired by the classical Word2Vec Continuous Skip-gram

algorithm, hence the name. The Word2Vec Continuous Skip-gram algorithm dictates

the model to predict the neighboring words for a selected word inside a sentence. The

model does not need to predict every word in the sentence, only words given inside a

certain window size. The choice of the window size is a hyperparameter. Figure 6.2

taken from [6] describes the Skip-gram objective well:

Figure 6.2.: Word2Vec Continuous Skip-gram objective with a window size of. Green
boxes indicate the context words and red boxes indicate the selected word
[6]

.

Note that in the training sample tuples depicted by the illustration, the first string repre-

sents the selected word (red boxes) and the second string indicates the word that should

be predicted given the selected word (green boxes). For a more detailed description, the

reader is referred to [41]. The Word2DM adapts the Skip-gram objective but instead of

vectors, density matrices are being learned. The extraction of density matrices out of

quantum circuits is not a trivial procedure and has been marked by the author of [6]

as the biggest challenge of their implementation. Density matrices can be constructed
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through a process of quantum state tomography, which is a process of reconstructing a

quantum state through repeated measurements. A comprehensive overview of this topic

can be found in [2]. Another challenge the author faces with this implementation is

the computation of the gradient. Unfortunately, the author cannot find a strategy for

computing the gradient for real quantum hardware. The experiment is only executed

on a simulator, where the gradients can be computed analytically [6].

To summarize the procedure of the experiment: The model is presented with aWord2DM

task. To extract the density matrices the circuits are not just simply measured on the

computational basis, but instead, quantum state tomography is used to extract them.

For evaluation of the model afterwards the similarity of density matrices is calculated.

This is achieved by calculating the trace inner product. The trace inner product serves

as the matrix equivalent of the vector inner product [6]. For a detailed description of the

mathematical process, the reader is referred to section 4.3 in [6]. It holds now, that the

trace inner product of similar density matrices approaches 1 and the trace inner product

of dissimilar density matrices approaches 0.

For the execution of the experiment, two datasets are used. The first one, named ABC,

is a toy dataset with three sentences having three words each. The second one, named

Animal, has nine sentences with a vocabulary of 25 words. For both datasets, two it-

erations of a model are being computed. For the first iteration of the quantum model,

one BasicEntangler quantum layer is used. In the second iteration, a second layer of the

same kind is used. A BasicEntangler layer consists of a row of Rx gates followed by a

row of CNOT gates, which connect all qubits which each other. For each iteration, the

model is trained for 10 independent runs with each having 100 epochs.

For the evaluation of the model similarities of density matrices are calculated. A model

with one layer, which is trained on the ABC dataset, averages over 10 runs a similarity

for neighboring words of 0.71 and 0.08 for distant words. Note that neighboring words

shall have high similarity and distant words shall have low similarity. Surprisingly, for

2 layers on the ABC dataset, the model averages, again over 10 runs, a similarity for

neighboring words of 0.70 and 0.35 for distant words. One might predict that the model

performs better with more layers. For the Animal dataset, the author states, that one

layer is not sufficient, so the experiment is only run on two layers. They report an av-

erage 0.46 for neighboring words and 0.17 for distant words.

The author claims, that increasing the size of the dataset decreases its performance [6].

While with the Animal dataset, a clear distinction can be made between similar and

dissimilar words. This might not hold for even larger datasets. Based on this outcome,
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the author suggests using other circuit designs or changing the measure of similarity.

For further work, they state optimizing circuit ansatz is an important topic, as well as

investigating the measure of similarity for density matrices. As mentioned beforehand,

a further topic for research is the calculation for a gradient on quantum hardware, since

a quantum gradient could not be found for this experiment [6]. Also, the extraction of

the density matrix is yet computationally costly on current NISQ devices.

6.1.4. Functorial language modeling

In [59] the authors describe a DisCoCat experiment, in which they let a model predict a

masked word inside a sentence. Beforehand it should be said that this is not a quantum

experiment, instead they use the DisCoCat framework and combine it with classical

machine learning. The masked language learning approach combined with the DisCoCat

framework does not define a language model in the usual sense as one might assume,

because the whole DisCoCat framework assumes that text data comes annotated with

grammatical structure [59].

The masking is achieved by replacing the encoding of the masked word with an identity

encoding. Naturally, the model predicts the missing word in a sentence diagram that

has a gap. The following diagram shows the intuition behind this idea. In the sentence

Alice cooks dinner at home the word cooks gets masked:

The authors implement a small proof of concept model for which they use cross entropy

loss [22] as their objective function and a combined sum of l1 and l2 regularization [43].

The optimizer is Adam [30] with a learning rate of 0.05.

Their model is trained on a corpus with 86 sentences [59]. For previous unseen data (23

sentences), the model can predict the missing word inside a sentence with an accuracy
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of greater than 75 percent [59].

For future work, the authors try to implement their idea on raw text data and attempt-

ing to let the model learn both the probabilistic grammar and the DisCoCat model

simultaneously.

6.2. Overview of the word prediction experiment

The experiment will deal with a word prediction task in a quantum machine learning

setup. In particular, a masked language learning approach is tested, similar to the one

in BERT, but without next sentence prediction. We also simplify the process shown in

section 2.2 and only mask one word per sentence. Masked language modeling is chosen,

since in a particular sentence the model will get information from both the right and

the left context of a masked word, as seen in the definition 5.4.1. We will solely focus

on the pure word prediction task, on how can it be achieved and on what does it imply

in a quantum context. We will not focus on any downstream task performance.

Every forward pass is pure quantum. For the implementation of the model, the Lam-

beq package [28] is being used. Quantum circuits will be noiselessly simulated using a

local backend. The outcome of these computations would portray the performance of a

faultless quantum computer.

The following section will describe the hyperparameter for this experiment. It will be

split into classical and quantum hyperparameters. In the end, possible problems will be

discussed when dealing with statistical syntax parsers in the DisCoCat framework.

6.2.1. Quantum hyperparameters

Number of qubits: As seen in section 5.4.1 it is possible to choose the amount of qubits,

which represents the Hilbert space of the basic types. When working with the English

language there are 5 atomic types: noun, noun phrase, sentence, prepositional phrase

conjunction, and punctuation [28]. The dataset in this experiment only deals with noun,

sentence, prepositional phrase. Note that it is possible to assign a different amount of

qubits to different types, such as N :2 and S :1, but every occurrence of a type always

has the same amount of qubits.

Number of layers: It indicates how many iterations of a chosen ansatz are stacked

on top of each other. Note that this hyperparameter increases the number of parameters.
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Number of single qubit parameters: This hyperparameter describes how many it-

erations of Rz(θ)Rx(θ)Rz(θ) gates are being used for boxes, which are represented by

exactly one qubit. Less than three single qubit parameters are suboptimal since they

would not be able to represent states on the entire Bloch sphere.

Ansatz type: As seen in section 3.5.2 there exist several types of ansätze. Which

ansatz is chosen is described with this hyperparameter.

6.2.2. Classical hyperparameters

Epochs: The number of epochs describes how many times the model is trained on the

training corpus. For each epoch, the training data is randomly shuffled.

Learning rate: The learning rate defines the pace at which the model is updated in the

direction of a minimum. This parameter is part of the optimizer. For a more detailed

description of the learning of models compare section 3.5.3.

The parameter shift scaling factor: Remember that in quantum machine learn-

ing the SPSA [50] algorithm is used, which uses random perturbations to estimate the

gradient of the objective function without requiring explicit knowledge of its analytical

form. The parameter shift scaling factor indicates how strong the perturbation is. In

the mathematical description of SPSA in section 3.5.3 it is referred to as c.

Loss function: The loss function, also known as the objective function or the cost

function, is a function that quantifies how well a model performs. In particular, it

quantifies the discrepancy between the predicted output of a machine learning model

and the desired output. For a complete mathematical description of the loss function in

this experiment, the reader is referred to appendix F.

6.2.3. Problems with statistical syntax parsing

In section 5.1 the need for a mapping from every word of a language to a pregroup

grammar type is explained. We also need a sentence to be parsed in the pregroup

grammar. The Lambeq library [28] suggests using a statistical parser, which is based on

a classical large language model. This poses a serious problem for our experiment since
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not every sentence of our dataset was recognized as a sentence. Consider the following

parsed sentence. It is generated with the BobCat parser [9]:

The open wire of this sentence is of type n, therefore, reduces to that type also. Consider

the next sentence:

This sentence reduces to type s. In order to make reliable predictions, every sentence

needs to be reduced to the s type. This fact comes apparent when the number of

qubits gets scaled. When we have different dimensions of the output wires for different

sentences, we also have different model output sizes for different sentences. This would

be unacceptable. To mitigate this problem, we wrote our own grammar and parser for

this dataset. With a rule-based parser, the problem is solved. Of course, this approach

is not meant for scaling.
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6.3. Word prediction as binary classification

In general, word prediction for a masked token refers to a multiclass classification task

(presuming you have a vocabulary size greater than two), since the model has to decide

between multiple words. The prediction usually has the size of the vocabulary. Since

successful past works in this area [40] [34] deal with binary classification it is of interest

to rethink masked language modeling for quantum natural language modeling in terms

of a binary classification.

Multiclass classification can be transformed into binary classification with a one-versus-

one task. This means that the masked word gets replaced by every other word in the

vocabulary. The correct sentence is labeled positive, the other sentences get the negative

label. Now the problem comes, how do we deal with non-grammatical sentences that

will inevitably come up? The DisCoCat framework can not deal with ungrammatical

sentences. Luckily, there exists a solution to that problem. If we parse the grammatically

correct sentence, we can see how many output wires the masked word has. We then

replace the masked word with words that have the same amount of output wires and

therefore create negative examples. We can guarantee the grammatical correctness of

both negative and positive examples. The strategy is illustrated with the following

picture, where runs is the masked token and gets replaced by swims, chases or barks:

swims
sn.r

chases
sn.r

barks
sn.r

. . .
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It is now quite obvious to see, that with this method the negative training sentences,

i.e. ones with the label false, heavily outweigh the positive training examples. Empiri-

cal analysis with that strategy revealed that negative examples outweigh positive ones

by a factor of around 8. This leads to a big problem with the model, since it became

immensely biased towards negative labels and only predicted negative labels. This leads

to a very poor F1-score. To mitigate this problem, we balance the dataset with posi-

tive examples, so that negative and positive labels are roughly equally represented in

the corpus. This one-versus-one strategy blows up the training corpus and produces a

training corpus with 1346 training sentences and 358 test sentences.

6.3.1. Evaluation

To properly evaluate this model, accuracy, and F1-scores on unseen test sentences are

calculated. The best model we could compute leads to an accuracy of 82.96%. The

following two images show a more detailed analysis of this model. On the left, there

is the normalized confusion matrix and on the right, we show the classification scores

including F1-scores:

Figure 6.3.: Normalized confusion matrix and F1-scores for the binary approach
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If the reader is not familiar with those measures we refer to [48] and [60]. The binary

method can achieve similar or slightly better results than the approach taken in [59].

However, comparing the accuracy of our binary classifier with that of [59] is hard due to

inherent differences in their nature. Due to the immense computing cost of simulating

many quantum circuits, we were limited in the scaling of the model. There is still the

opportunity to scale even more with the number of qubits, the number of layers and

the number of parameters. To properly show the development of such models we also

document the hyperparameter search in table 6.1. We focus on optimizing quantum

hyperparameters and the loss function since there is extremely little literature on that

topic, especially regarding the DisCoCat framework.

The following table 6.1 summarizes all our results regarding the binary classification

task. All the models were trained on 120 epochs and for each epoch evaluated on the

train and test set. The optimizer was the SPSA algorithm since the standard parameter

shift rule would be too expensive. For all models, we used a learning rate of 0.2 and a

parameter shift scaling factor of 0.06. qn describes the number of qubits for the noun

type, qp the number of qubits for the prepositional phrase type, and qs the number of

qubits for the sentence type. The number of qubits for the sentence type in the binary

case is always 1. For a more detailed explanation of how the sentence wires are con-

nected to the task, please confer section 6.4.1. nlayers indicates the number of layers for

multi qubit boxes. ns refers to the single qubit parameters. Note that if both the noun

type and the prepositional phrase type get mapped to more than one qubit, there are

no more boxes with single qubit parameters. bce and hinge refer to the binary cross

entropy loss and hinge loss respectively. For a detailed description of the loss function

please consider appendix F. Every hyperparameter configuration is run five times. For

the first and second evaluation metrics, the arithmetic mean of the highest accuracy on

test and train data are calculated respectively.
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ID model configuration
ø highest acc

on test data

ø highest acc

on train data

model

parameters

1
qn = 1; qp = 1; qs = 1;nlayers = 1;ns = 3

loss = bce; ansatz = IQP
0.7111 0.7587 76

2
qn = 1; qp = 1; qs = 1;nlayers = 4;ns = 8

loss = bce; ansatz = IQP
0.73296 0.79748 284

3
qn = 1; qp = 1; qs = 1;nlayers = 4;ns = 8

loss = hinge; ansatz = IQP
0.781 0.8561 284

4
qn = 1; qp = 1; qs = 1;nlayers = 7;ns = 13

loss = hinge; ansatz = IQP
0.77318 0.85588 420

5
qn = 1; qp = 1; qs = 1;nlayers = 10;ns = 18

loss = bce; ansatz = IQP
0.70282 0.69196 592

6
qn = 2; qp = 2; qs = 1;nlayers = 4

loss = hinge; ansatz = IQP
0.7631 0.8514 312

7
qn = 2; qp = 2; qs = 1;nlayers = 7

loss = hinge; ansatz = IQP
0.7989 0.9301 546

8
qn = 1; qp = 1; qs = 1;nlayers = 4;ns = 8

loss = hinge; ansatz = SIM14
0.77264 0.80774 944

9
qn = 1; qp = 1; qs = 1;nlayers = 4;ns = 8

loss = hinge; ansatz = SIM15
0.75476 0.80742 528

10
qn = 1; qp = 1; qs = 1;nlayers = 4;ns = 8

loss = hinge; ansatz = StrongEnt
0.78266 0.829 736

Table 6.1.: Results of the binary approach to masked language modeling

The best run was achieved with configuration seven. It had on average the best test-

scores and training-scores. The model presented in the beginning of this section also has

the hyperparameters from configuration seven. This table is further discussed in section

6.3.2.
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The following figure shows the training process of a binary classification model with

hyperparameter-configuration 7 from table 6.1 above. It shows the convergence of the

cost function and the evolution of the accuracy on the training and test set.

Figure 6.4.: Visualisation of the loss and the accuracy over the course of the training in
the binary case

6.3.2. Discussion

We can report that binary classification yields good results. From the confusion matrix

in 6.3 we can observe diagonality, which intuitively indicates good performance. But

it is also apparent, that the model can classify negative examples slightly better than

positive ones. The obtained F1-score of 0.83 reflects the model’s strong ability to strike

a balance between precision and recall.

From table 6.1 it is immediately apparent, that scaling the model size directly increases

model performance. This is of course obvious from a classical machine learning perspec-

tive. But it also reaffirms the taken quantum machine learning approach. Comparing

configurations 2 and 3, we see that our model performs better with hinge loss than with

binary cross entropy. Even when scaling parameters, like in configuration 5, binary cross

entropy performs arguably worse in every measurement.

68



6. Experiment

Configurations 8, 9, 10 show the impact of different ansatz types. SIM 14, SIM 15 and

Strongly Entangling ansatz perform very similarly to each other. Since we only made

observation from five runs each we cannot make definitive answers on whether the ansatz

type has strong correlations to model performance. Considering this task, it seems that

the ansatz types perform very similarly to each other. But what is very apparent is

difference in model size with the ansätze. Comparing configuration 3 with 8, 9, 10 we see

that the IQP ansatz has the least amount of parameters while performing similarly (or

even slightly better) to every other ansatz type. Especially the SIM 14 ansatz has around

3.3 times more parameters than the IQP ansatz but no performance improvements. The

model size has a huge impact on computing resources. For simulating circuits, the time

it takes to train a model with the IQP ansatz is significantly shorter than with the SIM

14 or Strongly Entangling ansatz. The size difference becomes an even bigger impact

when letting those models run on NISQ devices. Every additional gate introduces addi-

tional noise. Each gate operation introduces the possibility of errors due to imperfections

in the gate implementation or interactions with the noisy environment. As the circuit

becomes more complex with more gates, the accumulation of errors can degrade the

overall accuracy of the computation. It is conclusive to say that the IQP ansatz is a

good choice for binary classification tasks in the NISQ era and for simulating circuits.

The best models were achieved with configuration 7. It is still unsure if it is possible

to get even more performance out of this limited dataset. Further tests were extremely

hard, since the scale of the experiment (in terms of circuit depth, circuit length, and

number of circuits) made it extremely hard to simulate, due to RAM issues.

The major downside of the binary classification approach to this pretraining phase is the

blowup of the dataset. It has been already said that the dataset went from 86 training

sentences to 1346 sentences. This approach of binary classification would lead to ex-

tremely large datasets when working with real-world data. To avoid this blowup, maybe

it is smart to limit the number of negative examples we allow per training sample. But

this topic is still up to further research and discussion.

From figure 6.4 we can see that within the training set, the cost function converges

relatively smoothly. In addition, the accuracy rises well for both training and test data.

The loss on the test set however seems really volatile. Volatility can be attributed to

the fact that we have a high learning rate and few test sentences. We made the choice

for a high learning rate since, as of right now, the SPSA optimizer does not feature an

adaptive learning rate. The training phase would take significantly longer with a smaller

learning rate.

69



6. Experiment

6.4. Word prediction as multiclass classification

As explained above, the binary classification has very good results on one side but has

very big problems with scalability. Also, one can argue that word prediction is innately a

multiclass problem. These two reasons lead to a development of a multiclass classification

model within a quantum machine learning setup. The first challenge for this task is to

get the model to predict more labels. The second challenge is finding an appropriate

masking approach. The third obstacle is to keep the task complexity as low as possible.

In the binary task, it is possible to avoid the masking entirely since we simply replaced

the word by other words. The masking strategy is not a trivial task, since it is not

possible to do a simple identity masking for quantum circuits. More on that topic can

be found in section 6.4.2.

6.4.1. Multiclass classification in DisCoCat

As already mentioned in section 5.4.4, the sentence wire directly refers to the meaning

of the sentence. For classification tasks, this meaning is repurposed as the output vector

of our model. For binary classification, that means the model output corresponds to

the truth value of the sentence so that the model parameters are learned accordingly.

The model learns to predict the correct truth value, aka meaning, to every sentence.

Consider the circuit on the next page for the often-used example Alice loves Bob (IQP

ansatz is being used):

70



6. Experiment

The output wire gets measured without any postselection on it, and it corresponds to

our model output. The output state of one qubit is in C2. The output state of two qubits

is in C4. The output state scales with 2n, where n is the number of qubits. Note that

when working with circuits practically, we norm and square the complex values, such

that they represent a probability distribution. For more information regarding qubits,

we refer to chapter 3.

Now consider the circuit, also on the next page, with S : 4, which has an output size of

16:
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This proves that we can generate an arbitrary multiclass classification by scaling the

qubits of the sentence type. Note that due to visibility reasons, no parameters of the

rotational gates are displayed.

In the multiclass classification approach, on the other hand, the model output does not

correspond to the truth value of the sentence. It corresponds to the one-hot vector for

the masked token. For example, if the vocabulary is of size 5, and we mask the second

word of it in a sentence, the output should be ideally [0, 1, 0, 0, 0].
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6.4.2. Masking strategy

The general idea for masking a word is that we conceal the information for that word,

and we let the model predict what word is missing. In this section, we will talk about

the different methods that were tried to achieve masking in a quantum computing envi-

ronment.

Identity masking

In [59] the masking is done by replacing the masked word with the identity matrix,

therefore creating a ’hole’. The goal is to predict the missing word of a sentence with a

hole. This identity masking was used for the classical approach [59], but the picture is

more complex when working with quantum circuits. We will first show examples, where

identity masking works with quantum circuits, then explain situations where it doesn’t

work. Consider the sentence cat runs on land, where cat gets masked with identity

masking:

In a quantum circuit, the box for the masked word cat looks like this:
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Note that due to efficiency reasons, the actual identity gates can be left out. An identity

gate has per definition no effects on qubits, it holds:

I⊗n ∗ |ψn⟩ = |ψn⟩

The complete circuit, where cat is masked, with N : 1, S : 2, P : 1, one layer of the IQP

ansatz and three single qubit parameters can be found in appendix C.1.

This circuit is trainable. That means that we can train the rotational gates in this circuit

in a way, that the output wires can represent any of the four possible label combinations:

[1, 0, 0, 0], [0, 1, 0, 0], [0, 0, 1, 0], [0, 0, 0, 1]. Identity masking also works when we mask the

word runs or land. But the bottom line here is, that identity masking does not work

when we mask a word, that contains the output wires.

Consider the circuit where the word on is masked:
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Even though we have postselection on q0 − q7 and q10 − q11 this cannot influence the

measurements on q8 and q9. Every single time, q8 and q9 are in state |00⟩. Whatever

the impact of postselection might be, it will not impact the probability distribution of

the measurement. The non-masked words cannot influence q8 or q9.

This statement can be empirically verified. In an isolated way, we tried to train this

exact circuit, where on is masked, to predict the label vector [0, 0, 0, 1]. First, in every

DisCoCat model, the parameters are initialized randomly. With random parameters and

no training, the model predicted the vector [1, 0, 0, 0]. In a quantum machine learning

setup, this should be already a hint that something is not working right. The training

was not possible and after 500 epochs the output vector was still [1, 0, 0, 0]. We could

not train this circuit using identity masking.

In comparison, we tried to train the circuit, where runs is masked. With random param-

eters and no training the model had the output vector [0.3436, 0.4553, 0.1174, 0.0846].

Note that, since the model-output are the probabilities of each state, they add up to 1.

The model quickly converged after around 20 epochs, and after the 250 epochs produced

an output vector of [0.0, 0.0, 0.0, 0.999871]. This isolated training was successful. We

achieved similar results for cat and land, thus concluding that identity masking works

when we mask boxes that have no output wire but does not work when masking words

that have an output wire.

Hadamard masking

A very similar approach to identity masking is Hadamard masking. Instead of applying

identity gates (or no gates in the example above), we applied a layer of Hadamard gates.

A masked circuit looks like this:
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This sort of masking has the same problems as the identity masking approach. One can

train circuits, where boxes with no output wires are masked but cannot train circuits

where boxes are masked, that have output wires. This statement can also be empirically

verified.

Fixed parameter masking

The final masking approach explored in this thesis is a masking approach where we fix

the rotation angles of the masked word and therefore only train the parameters of the

non-masked works. We do this by keeping the ansatz architecture for the masked word,

applying random rotation angles on the gates, but fixing them so that they cannot be

impacted by training. For masking a single qubit box, we keep the Rz(θ)Rx(θ)Rz(θ)

structure as well, and apply random but fixed parameters. Therefore, we do not create
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a hole for the masked token, but apply a fixed blur over the masked token and let the

model predict the blurred word. When we mask loves in the example sentence Alice

loves Bob the circuit looks the following way:

Note that all normal parameter-gates are depicted as standard Rx and Ry and the fixed

parameter gates are depicted as RzF and RxF .

We would like to show empirically that this ansatz is a possible solution to the problems,

which the other masking approaches have. In an isolated experiment, we try to learn

a model with the sentence cat runs on land, where on is masked. It is immediately

apparent, that on is a multi qubit box, where the output wires are located. In this

situation, all other masking approaches failed:
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The circuit for this sentence is found in appendix C.2. Before training, the model

associates an output vector of [0.19, 0.39, 0.16, 0.25] to the training sentence. We label

the sentence with the vector [1, 0, 0, 0]. Afterwards, we train the model and the model is

able to converge and predict the vector [0.98, 0.00, 0.12, 0.00]. This method worked for

the other label vectors equally well:

training label initial vector label after training

[1, 0, 0, 0] [0.19, 0.39, 0.16, 0.25] [0.98, 0.00, 0.12, 0.00]

[0, 1, 0, 0] [0.27, 0.01, 0.51, 0.19] [0.01, 0.97, 0.01, 0.01]

[0, 0, 1, 0] [0.10, 0.03, 0.22, 0.63] [0.02, 0.01, 0.95, 0.02]

[0, 0, 0, 1] [0.47, 0.47, 0.02, 0.02] [0.02, 0.01, 0.00, 0.97]

Table 6.2.: Training with the fixed parameter masking approach

Note that this masking approach successfully made it possible to train masked sentences,

where the mask and the output wires overlap on the same box.

In general, the downside of a multiclass classification approach with masking is scaling.

In our tests, it comes apparent that the model needs to be scaled drastically, in order to

learn predictions in terms of a vector with more than four dimensions. Therefore, it is

of great interest to have a label vector with as few dimensions as possible.

For a mathematical explanation of the fixed parameter masking with the connection

to the cups and the postselection, the reader is referred to appendix A. In short, by

essentially creating a random probability distribution and connecting the qubits with

each other, we can influence the output wires with the help of cups and postselection in

such a way, that training is possible.
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6.4.3. A method for reducing the number qubits

It seems obvious, that when predicting a masked token, the size of the output vector

corresponds to the size of the vocabulary. In the experiment proposed here, that would

mean an output vector the size of 1× 28 to represent all the vocabulary. In a quantum

circuit context, that would mean, that we need to have at least five output qubits, since

24 < 28. Since 25 = 32, we would need to always fill the surplus four positions with

zeros. Due to computing limitations, classically and quantum, it is of great interest to

save on qubits wherever possible.

To save on qubits, we organize the vocabulary. Firstly, we parse all the sentences and

remember for every word, how many output wires its box has. With that information,

we generate an organized vocabulary with groups, where each group corresponds to a

different sizes of boxes. Each group has a list of words:

box size words

1 [dog, chicken, grain, . . . ]

2 [runs, swims, barks, . . . ]

3 [eats, chases, bites, . . . ]

5 [on, after, in,. . . ]

Table 6.3.: A example of an organized vocabulary

Note that with the toy dataset here, we do not generate boxes with four output wires.

Now we set the potential output vector length to the size of the biggest group in the

organized vocabulary. This vector needs to be represented by the power of two. In this

toy case, the group for the box size of 1 has 14 words dedicated to it and is the biggest

group. The output vector would be of size 1 × 14. In quantum computing terms, this

would be represented by 4 qubits, since ⌈log2(14)⌉ = 4. Recall that initially, without

employing this strategy, we would have required five qubits. However, thanks to this

approach, we are able to save one qubit, making the entire process more efficient.
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Words are then represented with a 1 in the label vector at the index in the according

group.

wordi = [x1, x2, . . . , xn]

{
xj = 1, j ̸= i

xj = 0, j = i

i = index of word in the according group

j = index variable of the label vector

k = ⌈log2(size of the biggest group)⌉

n = 2k

For example, the biggest group has 5 members, therefore is the output vector of size

1 × 8. If we mask the second word of the first group, it is represented by the vector

[0, 1, 0, 0, 0, 0, 0, 0]. If we mask the fifth word of the third group, the vector is of form

[0, 0, 0, 0, 1, 0, 0, 0]. To retrieve a predicted word, which means to obtain a word from

a vector, the model looks at the number of wires the masked box has and recover the

word in the according box.

Advantages: The benefit of this approach is to save on qubits. But this approach also

reduces the complexity of the task. The more output cases the model has to differentiate

between the harder it is for the model.

Limitations: It is yet unclear to see if this method is still useful when working with

large-scale data. The possible amount of states a qubit can carry scales exponentially

with 2n, where n is the number of qubits. When organizing a large-scale vocabulary it

might not be the case that the biggest group and the overall number of words can be

represented with two different amounts of qubits. It is yet also unclear to see if this

strategy impacts downstream task performance.

6.4.4. Evaluation

The second part of the experiment also features the evaluation of the multiclass classifi-

cation approach. Note, that this time, there is no blowup of training and test sentences

due to balancing like in the binary classification approach. Therefore, these models are

trained on 86 training sentences and evaluated on 23 test sentences. For these models,

we also used the method for reducing the number of qubits, as explained in section 6.4.3.

The best model we could compute with the resources at hand led to an accuracy of only
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34.78%. For the sake of completeness we also show an unnormalized confusion matrix

and the F1-scores. Due to having only 23 test sentences, the confusion matrix is very

sparse:

Figure 6.5.: Unnormalized confusion matrix for the multiclass approach

Figure 6.6.: F1-scores and accuracy for the multiclass approach

This method performs worse than the binary one or the classical approach from [59]. In

section 6.4.5 we will discuss the possible reason for that poor performance. We continue

with the hyperparameter part:

All the models were trained on 200 epochs and for each epoch they were evaluated on

the train and test set. The optimizer was again SPSA. For all models, we use a learning
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rate of 0.2 and a parameter shift scaling factor of 0.06. We use cross entropy as a

loss function, see appendix F. For a detailed explanation of all parameters used in the

following table, the reader is referred to section 6.3.1 and 6.2.

ID model configuration
ø highest acc

on test data

ø highest acc

on train data

model

parameters

1
qn = 1; qp = 1; qs = 4;nlayers = 1;ns = 3

loss = ce; ansatz = IQP
0.1652 0.2256 130

2
qn = 1; qp = 1; qs = 4;nlayers = 4;ns = 8

loss = ce; ansatz = IQP
0.26086 0.479 464

3
qn = 1; qp = 1; qs = 4;nlayers = 7;ns = 13

loss = ce; ansatz = IQP
0.26088 0.58374 798

4
qn = 1; qp = 1; qs = 4;nlayers = 10;ns = 18

loss = ce; ansatz = IQP
0.2695 0.5744 1132

5
qn = 1; qp = 1; qs = 4;nlayers = 13;ns = 23

loss = ce; ansatz = IQP
0.2869 0.6303 1466

6
qn = 1; qp = 1; qs = 4;nlayers = 16;ns = 28

loss = ce; ansatz = IQP
0.2608 0.5791 1800

7
qn = 2; qp = 2; qs = 4;nlayers = 13

loss = ce; ansatz = IQP
0.2522 0.67442 1677

8
qn = 2; qp = 2; qs = 4;nlayers = 16

loss = ce; ansatz = IQP
0.29562 0.679 2064

Table 6.4.: Results for the multiclass classification approach

The following figure shows the training process of a multiclass classification model with

hyperparameter-configuration 8 from table 6.4 above. It shows the convergence of the

cost function and the evolution of the accuracy on the training and test set.
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Figure 6.7.: Visualization of the loss and the accuracy over the course of the training in
the multiclass case

6.4.5. Discussion

The results of the multiclass classification approach are worse than the ones in the binary

classification approach. This is reflected in the accuracy on the training data as well as

in the accuracy on the test data. In the confusion matrix 6.5 we cannot observe a diag-

onal line. The F1-score does also reflect the poor performance. We want to give some

possible explanations as, why the multiclass classification approach performs worse.

First, the task for a machine learning model becomes harder when it needs to differen-

tiate between more labels. Remember that for the multiclass classification approach, it

has to differentiate between 14 real classes (remember the output vector is still of size

1 × 16) in comparison to two in the binary approach. With more labels, the general

output space increases and the model has to do more fine-grained distinction between

the labels. With more labels, the available training data for each individual label may

become sparser too. This means that the model may have fewer examples to learn from
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for each class, making performance worse.

When facing those problems, one would suggest increasing model complexity to increase

the performance. Increasing model complexity comes with problems in the current era

of quantum computing. We see in table 6.4 that increasing the circuit width and depth,

i.e. qubits and layers, does increase the model performance. But that comes with an

immense cost, especially when increasing the number of qubits. The computational com-

plexity of simulating a quantum circuit grows exponentially with the number of qubits

in the system. We tried to increase the number of qubits of the quantum circuits, in par-

ticular, we wanted to have the following hyperparameters: qn = 3; qp = 3; nlayers = 13.

Having a model with such configuration was not possible, due to immense memory re-

quirements. The reader is referred to appendix E for a more technical description of the

problem at hand. Especially for a multiclass classification approach scaling of quantum

circuits would be beneficial. A search for a better ansatz type or loss function for this

multiclass classification task is beyond the scope of this thesis.

The strategy for reducing the number of qubits shows a really good performance boost.

By using this method, we do not only save qubits overall, but we also reduce the number

of labels, the model must differentiate between. We train a few models with configura-

tions showcased in table 6.4, but without the qubit saving method. Table 6.5 shows the

comparable results:

ID model configuration
ø highest acc

on test data

ø highest acc

on train data

model

parameters

4
qn = 1; qp = 1; qs = 5;nlayers = 10;ns = 18

loss = ce; ansatz = IQP
0.15652 0.43488 1322

5
qn = 1; qp = 1; qs = 5;nlayers = 13;ns = 23

loss = ce; ansatz = IQP
0.1913 0.47208 1713

6
qn = 1; qp = 1; qs = 5;nlayers = 16;ns = 28

loss = ce; ansatz = IQP
0.1565 0.5139 2104

Table 6.5.: Results for multiclass classification approach without the qubit reduction
trick

This strategy shows a performance boost of around 10% on training and test data and

a reduction in model parameters as well. A reduction in model parameters is helpful

since it decreases the size of the model and makes it computationally easier to work

with. Overall, this strategy shows successful results and has the potential to be applied

to different tasks.
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Based on the observations from figure 6.7, it becomes evident that the multiclass classi-

fication approach exhibits greater volatility compared to the binary one. This volatility

is particularly notable in the test set, where we observe a higher frequency of fluctuating

and irregular patterns. There are two primary factors contributing to these findings.

Firstly, the limited number of training and test sentences plays a significant role, which

is particularly evident in the straight lines depicted in the bottom right graphic, which

displays the accuracy on test data. Secondly, the occurrence of such behavior can also

be attributed to a high learning rate, which is further elaborated upon in section 6.3.2.

Additionally, the results reveal a high loss in both the training and test set, indicating

a deficiency in the model’s complexity as the likely cause.

The next aspect we want to discuss is the high amount of epochs used for training these

models. As it is the case right now, the optimizer for QNLP experiments is the SPSA

algorithm. This algorithm does not yet feature an adaptive learning rate, like modern

optimizers such as Adam [30] or AdamW [35]. This can explain slow convergence and

therefore the need for a high number of epochs.

Throughout our research in quantum natural language processing, we have successfully

computed numerous models without encountering any instances of a barren plateau.

This observation strongly suggests that DisCoCat exhibits remarkable robustness against

barren plateaus.
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In this section, we want to give a short summary of our thesis, show the limitations of

our contributions, give an outlook, and provide possible further research questions.

7.1. Summary

This thesis deals with the implementation of word prediction in QNLP at a fundamen-

tal level. In particular, it explores and analyzes how to embed two possible masked

language modeling approaches into quantum natural language processing. Masked lan-

guage modeling shows promising results as a binary classification task and weak results

as a multiclass classification task. Here is a short summary of our findings:

Binary approach: This method transforms the prediction of a masked token, which

is inherently a multiclass classification task if there are more than two words in the

vocabulary, into a binary classification task. It is done by a one-versus-one method and

creating positive and negative training samples. In order to prevent overfitting, it is

required to balance the dataset. This drastically increases the number of training sen-

tences. The benefit of this approach is, that it can achieve high performance with low

circuit width and circuit depth. The best outcome we could achieve has an accuracy on

test data of 82.96%. Keeping circuit width and depth low is helpful for two reasons: In

the current era of quantum computing the number of qubits on quantum hardware is

severely limited. Also, each additional gate in a circuit introduces additional noise. A

binary approach circumvents both of these limitations. The question stands open if the

blowup of training data will prevent this approach for application on bigger datasets.

Multiclass classification approach: This strategy deals with masked language mod-

eling in a more conservative way, where sentence labels are more than two-dimensional

vectors and represent the masked word. This thesis provides an inside into the devel-

opment of a masking approach since simply switching all gates of an ansatz to identity

gates does not work in some cases. We give a possible approach to masking, which

works for all samples, that occur in the dataset. Secondly, we describe a method that
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can reduce the number of overall qubits and the task complexity at the same time. This

is very much needed, since our evaluation showed, that in order to gain performance

in a multiclass classification task, scaling of the model is needed. Right now, due to

limitations in classical computing and quantum computing, this scaling is not possible.

The best outcome we could achieve managed an accuracy on test data of 34.78%. The

masking approach we proposed was successful as well as the strategy for reducing the

number of qubits and the task complexity.

We conclude, that in our current era of quantum computing, we are not only limited

by computing resources but also in terms of the complexity of our quantum layers. The

layers at hand right now, maybe do not have the complexity needed in order to process

more complex information. But there are efforts to emulate how information is processed

by classical neural networks in quantum circuits [29].

As of the present state, quantum natural language processing has shown good perfor-

mance in binary classification tasks. However, in the context of multiclass classification

more research and advancements are needed in order to complete more complex lin-

guistic tasks. Multiclass classification is essential in real-world NLP tasks. Currently,

our research on multiclass classification is constrained by limited computing resources

in both classical simulation and real quantum hardware cases for quantum computing.

We think that the further deployment of QNLP will rely on the effectiveness of multi-

class classification in a quantum environment. Furthermore, the efficiency of QNLP also

heavily relies on the development of more sophisticated and powerful quantum hard-

ware. Continued efforts in advancing quantum hardware are essential to unlock the true

capabilities of quantum natural language processing. The potential of quantum natural

language processing or quantum machine learning to surpass classical methods in the

near future remains uncertain.

7.2. Limitations

The practical work of this thesis deals with a quantum machine learning model, that

is only trained on 86 sentences and is evaluated on 23 sentences. We do not measure

any downstream task performance. The small dataset only provides an inside to the

concept of masked language modeling in a quantum machine learning setup and does

not provide an inside of how scaling could work in this area. Also, the dataset just

contains short sentences. Additionally, only one word per sentence is masked. There
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is no inside provided for cases when we want to mask more than one word in a longer

sentence. The approaches studied are not tested on complex and long sentences. The

occurrence of non-grammatical sentences and out of vocabulary words remains a problem

in the DisCoCat framework. The multiclass classification models are only trained on

cross entropy loss. More performance could be gained when testing or developing other

loss functions for QNLP. For multiclass classification, there is still more work to be done

in the exploration of hyperparameters.

7.3. Outlook and further research

Firstly, this work shows how to transform a word prediction task into a binary classifi-

cation task, that can achieve good results. This is helpful for researchers, who want to

explore the possibilities of QNLP in the current era of quantum computing. Also, the

thesis provides the reader with a detailed description of how to create a multiclass clas-

sification task in the DisCoCat framework. This can be used by researchers in the field

to generate other multiclass classification tasks in QNLP. It also shows that a simple

identity masking is not possible for all masking occurrences in the DisCoCat framework.

The thesis gives a possible solution to that question. We also conceptualize a strategy

for reducing the qubit amount and reducing task complexity simultaneously. This strat-

egy extensively utilizes the DisCoCat framework. The strategy has the potential to be

applied to various other tasks. We also show that word prediction as a multiclass clas-

sification task does not perform very well with the current resources at hand. Overall,

these results can be used to extend the multiclass classification research in QNLP. The

contributions can also be used as first groundwork regarding masked language modeling

with a quantum machine learning setup, maybe even extending it in the future into

training quantum language models.

For further research, we would first suggest the development of more ansätze. We think,

that the ansätze, that we have right now, are not advanced enough in order to tackle

more complex tasks such as word prediction. We would also encourage the research of

optimizers for quantum machine learning, in particular, the implementation of an adap-

tive learning rate into quantum machine learning optimizers. Adaptive learning rate

generally will lead to faster convergence, therefore reducing the number of epochs. We

also advocate for the implementation of regularization in quantum machine learning.

In the future, regularization would make quantum models more resilient against over-

fitting. In terms of QNLP, we want to suggest exploring word prediction in the newly
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developed DisCoCirc [10] framework. We generally want to motivate extensive research

of multiclass classification tasks in a quantum machine learning environment using the

DisCoCat or DisCoCirc framework. In terms of our experiments, it would be compelling

to see how classical machine learning models, without the DisCoCat framework, using

roughly the same number of parameters perform at this exact same task in order to

make an independent performance comparison. It would be also compelling to see, how

the masking approach can be optimized in terms of the number of gates used.
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A. Theoretical insights for the fixed

parameter masking

In this section, we want to give a theoretical insight into how the fixed parameter masking

works. For this explanation, we will focus again on the test sentence Alice loves Bob,

where we mask loves, since it carries the output wire.

Firstly, we need to clarify how information travels from one qubit to another. This is

necessary since the word Alice for example, impacts the whole meaning of the sentence.

Alice is only represented on the first qubit, but we measure the third qubit, which carries

the whole representation of the sentence. Secondly, we need to clarify how postselection

impacts our measurement probabilities in general. This explanation is needed since we

only measure one qubit of the loves box to get the entire representation of the sentence.

We measure in particular the second out of three qubits of the loves box, but the meaning
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A. Theoretical insights for the fixed parameter masking

from Alice only travels to the first one. It is also needed for the impact of Bob on the

entire sentence.

We slowly start with the first one. In terms of category theory, the travel of information

from one box to another might be already clear. The cup transforms the output wire of

one box to the input wire for another box. But the situation is intriguing from a quantum

computing perspective. We will consider the most simple circuit, that represents the

mechanisms of a cup:

|0⟩ U H

|0⟩

|ψ0⟩ |ψ1⟩ |ψ2⟩ |ψ3⟩

The U gate represents an arbitrary rotation, which is induced by the Rx Rz Rx proce-

dure in our example.
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A. Theoretical insights for the fixed parameter masking

|ψ0⟩ = |00⟩ =


1

0

0

0



|ψ1⟩ = (U ⊗ I) ∗ |ψ0⟩ = (
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β
2
− δ

2
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2
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+ δ

2
)sinγ
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β
2
− δ

2
)sinγ
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ei(α+

β
2
+ δ

2
)cosγ

2

]
⊗
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1 0

0 1

)
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0

0

0
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β
2
− δ

2
)cosγ

2

0

ei(α+
β
2
− δ

2
)sinγ

2

0



|ψ2⟩ = CNOT ∗ |ψ1⟩ =


1 0 0 0

0 1 0 0

0 0 0 1

0 0 1 0

 ∗
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β
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0

0
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

|ψ3⟩ = (H ⊗ I) ∗ |ψ2⟩ = (
1√
2
∗

(
1 1

1 −1

)
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1 0

0 1

)
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|ψ3⟩ =
1√
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
ei(α−

β
2
− δ

2
)cosγ
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ei(α+
β
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2
)sinγ

2

ei(α−
β
2
− δ

2
)cosγ

2

−ei(α+β
2
− δ

2
)sinγ

2


To calculate the measurement probabilities of the first and the second qubit, we need

to first calculate the reduced density matrices. With the reduced density matrices we

calculate the measurement probabilities with the help of the measurement operators.
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A. Theoretical insights for the fixed parameter masking

ρ = |ψ3⟩ ⟨ψ3|

ρ =
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β
2 − δ

2 )sin γ
2
cos γ

2

2

− e−i(α−β
2 − δ

2 )ei(α+
β
2 − δ

2 )sin γ
2
cos γ

2

2
− sin2 γ

2

2
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ρ1 = Tr2(ρ) =
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ρ2 = Tr1(ρ) =
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The measurement probabilities of both qubits therefore are:

p(0)ρ1 = Tr(M †
0M0ρ1) =

sin2 γ
2
+ cos2 γ

2

2

p(1)ρ1 = Tr(M †
1M1ρ1) =

sin2 γ
2
+ cos2 γ

2

2

p(0)ρ2 = Tr(M †
0M0ρ2) = cos2

γ

2

p(1)ρ2 = Tr(M †
1M1ρ2) = sin2γ

2

We can see, that the probability of the first qubit for measuring 0 or 1 is always exactly

0.5, no matter what the rotation angle beforehand might be. Every γ angle in
sin2 γ

2
+cos2 γ

2

2

always return 0.5.

The second qubit has the exact probability amplitudes, which the first qubit has, after

the application of the U gate. It is shown that the cup transfers the information from

one qubit to the other. In other words, it transfers the meaning of one box to another box.
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A. Theoretical insights for the fixed parameter masking

Now we move to the second part, where we want to present how the postselection

criterion on one qubit, can influence the measurement probabilities of another qubit.

We want to showcase that phenomenon on the following simple circuit, where the PS

gate symbolizes the postselection on any measurement condition:

|0⟩ H PS

|0⟩

When we have no postselection criterion on qubit 1, qubit 2 possesses: |α|2 = 0.5 and

|β|2 = 0.5.

When we introduce a postselection on qubit 1 with a 0-effect, qubit 2 possesses: |α|2 = 1

and |β|2 = 0.

On the other hand, when we introduce a postselection on qubit 1 with a 1-effect, qubit

2 possesses: |α|2 = 0 and |β|2 = 1.

With this simple circuit, we see that postselection on one qubit can directly impact the

measurement probabilities of the second qubit. But what does this mean for the fixed

parameter masking approach?

In general, the goal of masked language modeling is to adjust the parameters of the model

in a way so that they can predict the masked word. Combining these two phenomenons,

which we explained, it is possible to see that with the fixed parameters approach it is

possible to do that in a quantum machine learning setup, especially for the case, where

the masked word and the output wires overlap. Firstly, always remember, that the

masked word does have random parameters, but they do not change over the course of the

training. With the first phenomenon, we see that information can travel from one qubit

to the other without getting lost. That means we influence the probability distribution

of the qubits with the fixed parameters. Secondly, through the postselection criterion,

the influence of the traveled information from one word to another has an impact on the

output wires, even though they might not be connected. This is particularly important

for the case, where output wires and masking overlap. By essentially connecting all

qubits with controlled Rz gates, the random state of the masked word can be influenced

by the non-masked words in order to generate a valid prediction.
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B. Bell states

Here, the reader can find all of the four Bell states with a corresponding circuit:

Label Quantum State Quantum circuit

Φ+ 1√
2
(|00⟩+ |11⟩)

|0⟩ H

|0⟩

Φ− 1√
2
(|00⟩ − |11⟩)

|0⟩ X H

|0⟩

Ψ+ 1√
2
(|01⟩+ |10⟩)

|0⟩ H

|0⟩ X

Ψ− 1√
2
(|01⟩ − |10⟩)

|0⟩ X H

|0⟩ X
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C. Circuits

In this section, complete circuits of the examples shown in the main body are displayed.

C.1. Circuit for identity masking

The circuit of the sentence cat runs on land for a multiclass classification task, where

the first word cat is masked with identity masking:
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C. Circuits

C.2. Circuit for fixed parameter masking

The circuit of the sentence cat runs on land for a multiclass classification task, where

the first word on is masked with fixed parameter masking:
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D. Dataset

The Dataset used in both experiments was taken from [59]. The integer at the end of

every sentence indicates the position of the masked word in the sentence:

fox runs after chicken 0

mouse runs on land 3

seal eats fish 2

cat eats fish 2

dog runs after fox 0

dog runs after fox 3

dog runs on land 3

seal swims 0

mouse squeaks 0

chicken eats grain 0

fox chases chicken 2

seal runs on land 3

cat chases mouse 2

cat runs on land 3

dog runs after cat 0

cat runs after mouse 3

whale swims in water 3

mouse flees cat 2

dog eats bone 2

fox runs on land 3

fox chases after chicken 0

seal swims in water 0

fish swims in water 3

cat chases after mouse 3

fox runs after chicken 3

fox bites chicken 2

dog barks at cat 0

fox chases 0

mouse bites cheese 2

dog chases after cat 0

dog barks 0

dog chases after fox 0

cat chases after mouse 0

chicken clucks 0

mouse eats cheese 2

cat bites fish 2

chicken flees fox 2

fox eats chicken 2

cat meows 0

dog chases fox 2

seal runs 0

cat flees dog 2

seal eats fish 1

mouse eats cheese 1

dog bites fox 1

whale eats krill 1

dog eats bone 1

fox eats chicken 1

chicken eats grain 1

cat flees dog 1

mouse flees cat 1

cat bites mouse 1

fox flees dog 1

chicken clucks 1

dog barks 1

chicken runs on land 1

whale swims 1

mouse runs on land 1

dog barks at cat 1

seal runs on land 1

cat runs on land 1

whale swims in water 1

dog barks at fox 1

dog runs on land 1

dog chases after fox 1

fox chases 1

seal runs 1

seal swims in water 1

cat chases after mouse 1

fox runs on land 1

dog chases after cat 1

seal runs on land 2

seal swims in water 2

fish swims in water 2

fox runs on land 2

fox chases after chicken 2

fox runs after chicken 2

whale swims in water 2

dog runs after cat 2

cat runs after mouse 2

dog runs after fox 2

dog barks at fox 2

dog barks at cat 2

dog runs on land 2

chicken runs on land 2

dog chases after cat 2

cat runs after mouse 0

seal runs on land 0

dog chases after fox 3

dog barks at fox 0

whale eats krill 2

fox flees dog 2

dog barks at fox 3

seal swims in water 3

chicken runs on land 3

dog bites bone 2

fox chases after chicken 3

cat eats fish 1

dog bites cat 1

chicken flees fox 1

mouse squeaks 1

cat meows 1

fish swims 1

fox chases after chicken 1

fish swims in water 1

cat chases after mouse 2

mouse runs on land 2

cat runs on land 2

dog chases after fox 2
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E. Technical limitations

Training quantum machine learning models on classical machines requires a substan-

tial amount of computing memory due to the simulation of quantum circuits involved.

Therefore, scaling the quantum models demands a significant amount of memory re-

sources. In the multiclass classification case, we wanted to compute one model with

configuration: qn = 3; qp = 3; nlayers = 13. This was at first not possible, since in

the first epochs the package numpy needed to allocate 96 GB of RAM for one array.

Consequently, we scaled our classical system in order to accommodate those large data

structures and let the model train again. Unfortunately after a few epochs again, a

similar error occurred, where numpy would need to allocate 1 TB or more memory to

one array. Our classical hardware reached its limitations and could no longer cope with

the demands posed by handling such large data types.
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F. Loss functions

Over the course of training two different loss functions are used. This appendix section

will shortly describe them. In the experiment, there is a small distinction between binary

cross entropy and cross entropy. This lies in the fact that cross entropy can be shortened

when having only two classes.

Cross entropy:

L = − 1

N

N∑
i=1

ti · log(pi)

Where ti is the true label and pi is the predicted probability for one class. N is the

number of classes.

Binary Cross entropy:

L = −1

2

2∑
i=1

ti · log(pi)

= −1

2
(t1 · log(p1) + t2 · log(p2))

= −1

2
(t log(p) + (1− t)log(1− p))

Where t is the true label and p is the predicted probability for one class as well.

Hinge loss:

L =
2∑

i=1

max(0, 1− ti · pi)

ti ± 1 is the intended output and pi refers to our predicted value. This function is

intended for binary classification.
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G. Verification of the yanking

equations

In this appendix section, we want to verify the yanking equation with the cup being

represented by the Bell measurement and the cap being represented by the Bell state.

We start with the first one from section 4.6:

(ϵA ⊗ idA) ◦ (idA ⊗ ηA) = (
1√
2
(⟨00|+ ⟨11|)⊗ I) ∗ (I ⊗ (

1√
2
(|00⟩+ |11⟩))

=
1√
2
(
[
1 0 0 1

]
⊗

[
1 0

0 1

]
) ∗ 1√

2
(

[
1 0

0 1

]
⊗


1

0

0

1

)

=
1

2
(

[
1 0 0 0 0 0 1 0

0 1 0 0 0 0 0 1

]
∗



1 0

0 1

0 0

0 0

0 0

0 0

1 0

0 1


)

=
1

2
∗

[
2 0

0 2

]
=

[
1 0

0 1

]
= I = idA
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G. Verification of the yanking equations

Now the second one:

(idA ⊗ ϵA) ◦ (ηA ⊗ idA) =

(
I ⊗ 1√

2
(⟨00|+ ⟨11|)

)
∗
(

1√
2
(|00⟩+ |11⟩)⊗ I

)

=
1

2

([
1 0

0 1

]
⊗
[
1 0 0 1

])
∗ (


1

0

0

1

⊗

[
1 0

0 1

]
)

=
1

2

[
1 0 0 1 0 0 0 0

0 0 0 0 1 0 0 1

]
∗



1 0

0 0

0 0

1 0

0 1

0 0

0 0

0 1


=

1

2
∗

[
2 0

0 2

]
=

[
1 0

0 1

]
= I = idA

We can conclude that the yanking equation can be verified using this representation

of caps and cups. It is important to note that the effects depicted in the cups are

not just measurements, but measurements with postselection on the 0-effect. Consider

section 4.3.2 for further details on the concept of effects and postselection.
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H. Abbreviations

BERT Bidirectional Encoder Representations from Transformers

DisCoCat Categorical Compositional Distributional (framework)

DisCoCirc Circuit-shaped Compositional Distributional (framework)

FHilb Category Of Finite Dimensional Hilbert spaces

IQP Instantaneous Quantum Polynomial (ansatz)

MC Meaning Classification (task)

MLM Masked Language Modeling

NISQ Noisy Intermediate-Scale Quantum (hardware)

NLP Natural Language Processing

QC Quantum Computing

QML Quantum Machine Learning

QNLP Quantum Natural Language Processing

RoBERTa A Robustly Optimized BERT Pretraining Approach

RP Relative Phrase (classification task)

SIM 14 14th ansatz from Sukin Sim et al. [56]

SIM 15 15th ansatz from Sukin Sim et al. [56]

SPSA Simultaneous Perturbation Stochastic Approximation
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